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Abstract. We present the Frame-based ontology Design Outlet (FrODO), a novel
method and tool for drafting ontologies from competency questions automatically.
Competency questions are expressed as natural language and are a common so-
lution for representing requirements in a number of agile ontology engineering
methodologies, such as the eXtreme Design (XD) or SAMOD. FrODO builds on
top of FRED. In fact, it leverages the frame semantics for drawing domain-relevant
boundaries around the RDF produced by FRED from a competency question, thus
drafting domain ontologies. We carried out a user-based study for assessing FrODO
in supporting engineers for ontology design tasks. The study shows that FrODO is
effective in this and the resulting ontology drafts are qualitative.
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1. Introduction

Competency questions [1] (CQs) expressed as natural language are a common solution
for representing requirements in a number of agile ontology engineering methodologies,
such as the eXtreme Design [2] (XD) or SAMOD [3]. In such methodologies most effort
lies in the design of ontology modules able to address the CQs that have been previously
identified, which is a fully manual activity. Hence, it represents a clear bottleneck for
agile methodologies. This is fairly evident in situations in which ontology drafts need
to be shared among ontology engineers and domain experts or stakeholders for incre-
mental refinements and/or knowledge exchange. Accordingly, it is utmost important that
those ontology drafts, although tentative, must comply with best design practices, e.g.
Ontology Design Patterns, and properties, e.g. cognitive ergonomics, transparency and
flexibility. In this paper we present the Frame-based Ontology Design Outlet (FrODO),
which is a novel method and Web tool for automatically drafting OWL ontologies from
CQs. FrODO builds on and benefits from FRED [4] for machine reading [5] aimed at
gathering RDF from natural language. FRED is a formal machine reader that produces
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RDF graphs from text, which are (i) domain- and task-independent, and (ii) designed ac-
cording to the frame semantics [6] and ontology design patterns [7]. Hence, FrODO ex-
tends FRED specifically on the case of CQs by tailoring the RDF produced by FRED into
domain ontologies by leveraging its formal representation based on the frame semantics.
The domain ontologies produced by FrODO are drafts that can be used to feed agile
ontology design methodologies. Accordingly, in this work we investigate the following
research questions:

* RQI: Is frame semantics fair to be exploited for generating well structured ontol-
ogy drafts from CQs?

* RQ2: Do ontology engineers benefit from ontology drafts that are automatically
produced from CQs in their ontology engineering tasks?

In order to address the aforementioned research questions we carried out a user-
based study. The participants to the study were asked to use FrODO during the design
starting from a set of given CQs. The quality of the resulting ontologies was measured
with well known structural metrics. The effectiveness of FrODO was measured in terms
of usability within the context of a an ontology engineering workflow. The rest of the pa-
per is organised as it follows: Section 2 surveys some related works; Section 3 describes
the methodology implemented by FrODO; Section 4 describes the evaluation, presents
and discusses the results; finally, Section 5 presents our conclusions and future works.

2. Related Work

Competency questions (CQs) are questions in natural language that define and con-
strain the scope of knowledge represented in an ontology. As such, they are used in
ontology engineering as requirements useful to evaluate an ontology based on its abil-
ity to answer each question, particularly in several agile methodologies, such as, the
TOVE enterprise modeling approach [8], eXtreme Design (XD) in [2], SAMOD [3],
On-To-Knowledge [9]). All the aforementioned methodologies can be defined as test
driven [10,11]. Namely, they assess the commitment of ontologies to the requirements by
converting CQs into queries, e.g. SPARQL, DL queries, etc. For example, [12] is a Web
application designed for providing the XD methodology with a testing toolbox based on
the representation of CQs to SPARQL queries. In this context [13] provides a solution for
generating SPARQL queries from CQs. Our solution is meant to be used as a component
of the aforementioned agile methodologies. However, it does not automatise the gener-
ation of queries for testing purposes, but provides a solution for drafting an ontology
from its associated CQs automatically. The latter point can be seen an Ontology Learn-
ing and Population (OL&P) task [14,15]. Examples of such methods include [16,17,18].
Most of these solutions are implemented on top of machine learning methods. Hence,
they are typically data hungry, i.e. they require large corpora, sometimes manually anno-
tated, in order to learn rules for ontology automatic construction. Such rules are defined
through a training phase that can take a long time. On the contrary, our solution does
not depend on any training and is unsupervised. Other approaches to OL&P use either
lexico-syntactic patterns [19], or hybrid lexical-logical techniques [20]. However, to the
best of our knowledge no practical tools have emerged so far for doing it automatically
while preserving high quality of results. Finally [4] is a formal machine reader able to



transform natural language text into domain-independent formal structured knowledge
represented as RDF/OWL. Our solution build on top of FRED for generating domain-
dependent ontologies from CQs.

3. The Frame-based ontology Design Outlet

We generate ontologies from CQs by refactoring the RDF graph produced by FRED.
This is done by means of graph traversal strategies that exploit the frame semantics [6].
We assume that frames and frame arguments, as represented by FRED, are the key tools
to leverage on for drawing domain-relevant boundaries around the classes and proper-
ties produced by FRED. This enables the generation of domain ontology drafts. In fact,
on one hand frames convey general meaning, i.e. they are bound in FRED to VerbNet
frames that are broader and domain-independent concepts. On the other hand, frame ar-
guments enable a solution for specialising such concepts in a specific domain with pecu-
liar knowledge gathered from text directly. Furthermore, frame roles (e.g. agent, patient,
theme, etc), that link a frame to its arguments, can be used for introducing peculiar nam-
ing conventions, annotations, and axioms in the draft ontologies that are fine-grained to
a domain. Frames are represented by FRED in two alternative ways, that is, (i) as n-ary
relations and (ii) periphrastic relations. Figure 1 depicts the methodology implemented
by FrODO through the UML notation for activity diagrams. In such a figure it is fairly
evident how FrODO extends FRED (cf. activity 1) by adding frame recognition (cf. ac-
tivities 2 and 3) and domain ontology generation and enrichment (cf. activities 4 and 5).
The activities if Figure 1 are detailed in the subsequent sections.
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Figure 1. Methodology implemented by FrODO.

3.1. Drafting ontologies from n-ary relations

In the case of n-ary relations, a frame occurrence is represented by an individual of
a class, which is, in turn, a sub-class of dul:Event. The sub-classing of dul:Event
might be not direct. Hence, we need to traverse the rdfs:subClass0f axioms tran-
sitively. This can be exemplified with the RDF graph produced by FRED for the CQ
“Who commissioned a component of a system?”, which is depicted in Figure 2. In such
a Figure a frame occurrence based on the n-ary pattern is identified by the individ-
ual fred:commission_1. This individual is a valid frame occurrence as Equation 1 is
matched. In fact, fred: commission_1 is an instance of fred:Commission, which is,
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Figure 2. RDF graph produced by FRED for the text “Who commissioned a component of a system?”. The
graph is drawn with the Graffoo notation [21]

in turn, a sub-class of dul:Event. The RDF graph depicted in Figure 2 and the frame
identified are possible outputs for the activities 1 and 2 in Figure 1, respectively.

Fp-ary ={f| f €C A C €owl:Class A C C* dul:Event} )]

The arguments of an n-ary relation are utmost important for providing the context to
an identified frame. In fact, the arguments are the individuals participating in an event,
i.e. the frame represented as an n-ary relation. These arguments are linked to the event by
means of binary predicates, i.e. the frame roles. According to the frame semantics based
on VerbNet implemented by FRED possible roles are:

* agentive roles, such as vn.role:Agent, vn.role:Actor, etc.;

* passive roles, such as va.role:Patient, vn.role:Patientl, etc.;

* thematicroles, such as vn.role:Theme, vn.role:Themel, vn.role:Experiencer;

* oblique roles, such as vn.role:Asset, vn.role:Time, etc.;

* roles based on periphrastic relations, such as fred:at, fred;composeOf,
fred:person0f, etc..

Domain classes in a draft ontology are defined by constructing compound terms
from frame occurrences represented with the n-ary pattern and their arguments. In this
construction the arguments with a passive role are core. In fact, FrODO retrieves the
name of the class typing the argument of an n-ary that plays a passive role. This class
name is then concatenated with the name of the class of the frame occurrence (i.e. the
target n-ary) itself. The latter name is first declined into gerund form. FrODO does
not take into account agentive roles for this construction as they are typically bound
to individuals that are typed with classes that are too broader or not constrained to
a specific domain, e.g. fred:Agent, fred:Person, etc. This is due to the fact that



the arguments with agentive roles are typically produced from pronouns, e.g. “Who”,
“What”, “Which”, etc., by following a shared pattern for defining CQs [22]. On the
contrary, arguments with a passive role are typically associated with domain-relevant
terms in CQs, e.g. “component”. As an example, in Figure 2 the type of the frame oc-
currence is fred:Commission, while the type of its argument playing a passive role is
fred:Component. Hence, the new class generated by FrODO for representing a domain-
relevant n-ary in the draft ontology is : ComponentCommissioning’. The second step of
the approach is to define the classes and properties to use as the arguments of the new n-
ary classes introduced in a draft. This is done by reusing the classes typing the arguments
of a frame occurrence in FRED regardless to the specific role played in the n-ary relation.
Based on our running example, this means that both : Component and :Person are de-
fined as classes in the ontology drafted by FrODO. Then, those classes are linked to the n-
ary they belong to by defining new object properties in place of the frame roles provided
by FRED. These object properties are constructed by applying a naming convention
based on the template : involves{ClassName}, where {ClassName} is replaced by the
actual name of the class being an argument of the target n-ary with a camel case nota-
tion. For example, the object properties : involvesComponent and :involvesPerson
are generated for the classes :Component and :Person, respectively. We opt for the
term “involves” as it evokes the involvement of a participant, i.e. the argument, into
a situation, i.e. the frame. The generated object properties are then provided with do-
main and range axioms. The range axioms are set to the corresponding argument of
the n-ary, e.g. :Component and :Person are the range of : involvesComponent and
:involvesPerson, respectively. On the contrary, domain axioms are set to owl : Thing,
hence they are kept open. The association with the corresponding n-ary relation is mate-
rialised by means of existential restriction axioms defined locally to the class represent-
ing the n-ary relation following the pattern defined in Equation 2. This Equation allows
FrODO to cope with the activity 2 of Figure 1.

Cn-ary & rarg-Carg,  n-ary € Fp-ary,¥(p,arg) s.t. p(n-ary,arg) € Grrep ~ (2)

In Equation 2 (i) Cp-qgry is the class generated by FrODO from the n-ary frame
occurrence produced by FRED, which belongs to Fp-ary; (ii) Carg is the class gener-
ated by FrODO for an argument of the n-ary in FRED; (iii) r,, is the object prop-
erty generated by FrODO for an argument of the n-ary in FRED; (iv) p is a frame
role, i.e. an RDF predicate, that links the n-ary frame occurrence and the corre-
sponding argument in the graph produced FRED, which is Gprep. For each gener-
ated object property its corresponding inverse is materialised. The naming convention
for inverse object properties is based on the template :is{ClassName}InvolvedIn.
In this template {ClassName} is substituted with the actual name of the class
being an argument of the target n-ary with a camel case notation. For example,
:isComponentInvolvedIn and :isPersonInvolvedIn are defined as inverse object
properties of : involvesComponent and : involvesPerson, respectively. Addiontally,
for each generated class a taxonomy is inferred following the compositional seman-
tics. For example, :ComponentCommissioning is declared to be rdfs:subClassOf
:Commissioning. Finally, each class and property defined in the draft ontology is as-

3In this paper the prefix : is reserved for referring to the namespace used by FrODO.



sociated with a human readable label, i.e. rdfs:1label. The following code is the OWL
produced by FrODO for the CQ used so far in our running example. The OWL is seri-
alised with the Manchester syntax. All the solutions explained for generating axioms and
labels are part of the activity 5 in Figure 1.

ObjectProperty: involvesComponent
Annotations: rdfs:label "involves component"
Domain: owl:Thing
Range: Component
InverseOf: isComponentInvolvedIn
ObjectProperty: involvesPerson
Annotations: rdfs:label "involves person"
Domain: owl:Thing
Range: Person
Inverse0f: isPersonInvolvedIn
ObjectProperty: isComponentInvolvedIn
Annotations rdfs:label "is component involved in"
Domain: Component
Range: owl:Thing
Inverse0f: involvesComponent
ObjectProperty: isPersonInvolvedIn
Annotations: rdfs:label "is person involved in"
Domain: Person
Range: owl:Thing
InverseOf: involvesPerson
Class: Commissioning
Annotations: rdfs:label "Commissioning'"@en
Class: Component
Annotations: rdfs:label "Component"
Class: ComponentCommissioning
Annotations: rdfs:label "Component commissioning"@en
SubClass0f: Commissioning,
involvesComponent some Component,
involvesPerson some Person
Class: Person
Annotations: rdfs:label "Person"

3.2. Drafting ontologies from periphrastic relations

Periphrastic relations occur in FRED when it generates meaningful object properties by
concatenating nouns with their corresponding prepositions, e.g. of, with, for, in, etc. For
example, in Figure 2 a periphrastic relation is fred : componentOf. In fact, it is the result
of the concatenation of the noun “component” and the preposition “of” as they appear in
the input text of the CQ. Periphrastic relations are relevant in our scenario as they express
frames as binary relations and not in terms of n-relations. They can be easily identified in
the graph as they are OWL object properties defined by FRED using a local namespace.
Equation 3 formalises the set of frames evoked by periphrastic relations as Fyeriphrastics
thus providing us a method to address the activity 3 in Figure 1. The local namespace” is
used by FRED for producing URIs from the input textual elements. In Figure 2 the local
namespace is associated with the predix fred:.

4The local namespace can be customised by a user in FRED either by means of its API or Web interface.
We remark that FRED uses a number of namespaces and prefixes associated with external ontologies and
vocabularies used for representing a text as RDF, e.g. DOLCE, VerbNet, DBpedia, etc. We refer the interested
readers to [4] for more details about FRED.



Fperiphrastic = { f| f € owl:0bjectProperty A namespace(R) =fred:} (3)

Hence, we explain how FrODO copes with activities 4 and 5 depicted in Figure 1
for periphrastic relation. In the case of a periphrastic relation the frame is the binary
relation itself, which produces an object property, while the arguments are the sub-
ject and object of the relation that play the agentive and passive roles, respectively.
The object property is generated with a naming convention that follows the template
:{relation}{0ObjectClassName} with a camel case notation. In this tamplate (i)
{relation} is substituted by the name of the periphrastic relation produced by FRED,
e.g. component0f, and (ii) ObjectClassName is substituted by the name of the class
typing the individual that plays the passive role in the relation, e.g. System. The object
property : component0fSystem is produced for the periphrastic relation in our running
example. The naming convention is based on the assumption that arguments that play a
passive role convey domain-peculiar knowledge. Then, two classes are generated from
the subject and object of the periphrastic relation. The naming convention is based on
the template : {ClassName}. In such a template {ClassName} is a variable to substitute
with the actual value being the name of the class typing either the subject or the object
of the periphrastic relation. For example, the classes : Component and : System are pro-
duced for the case represented by our example. Accordingly, the object properties result-
ing from periphrastic relations are enriched with domain and range axioms by following
the same rationale adopted for the n-ary relation case. That is, for a given object prop-
erty the domain and range are set to owl:Thing and the class produced from the indi-
vidual being the object of a periphrastic relation, respectively. In our example, the range
of the object property : component0fSystem is : System. Furthermore, an inverse rela-
tion is materialised for each object property produced. The naming convention used for
the inverse object properties is based on the template :is{ObjectProperty}of with
a camel case notation. In such a template {ObjectProperty} is a variable which is
substituted with the name of the object property that the current one is an inverse of.
For example, is : isComponent0fSystem0f is the inverse produced for the object prop-
erty : component0fSystem. Then, the class generated from subject of the periphrastic
relation is axiomatised with an existential restriction by applying the pattern defined in
Equation 4.

S'C 3r,.0, pE Fperiphmstic’S €S,0€ 0,p(s,0) € Grrep @)

In Equation 4 (i) p is a predicate that recognised as a periphrastic relation
and holding between a subject s and an object o is a graph Grrgp, e.g. the triple
(fred:component_1,fred: component0f,fred:system_1); (ii) S is the class used as
the type for the subject s, e.g. fred:Component; (iii) O is the class used as the type for
the object 0, e.g. fred:System; S’ and O’ are the classes generated by FrODO for S and
O, e.g. :Component and :System; (iv) r, is the binary property produced by FrODO
from the input periphrastic relation, e.g. : isComponent0fSystemOf.

Finally, FrODO adds rdfs:1label annotations to generated classes and properties.
The following is the OWL produced by FrODO from the periphrastic relation occurring
in our running example.



ObjectProperty: componentOfSystem
Annotations: rdfs:label "component of system"
Domain: owl:Thing
Range: System
Inverse0f: isComponentOfSystemOf
ObjectProperty: isComponent0fSystemOf
Annotations: rdfs:label "is component of system of"
Domain: System
Range: owl:Thing
InverseOf: componentOfSystem
Class: Component
Annotations: rdfs:label "Component"
SubClass0f: componentOfSystem some System
Class: System
Annotations: rdfs:label "System"Qen

FrODO is implemented as a Python Web application. Its source code is available on
a GitHub repository’ and a running instance is available online®.

4. Evaluation
4.1. Experimental setup

We designed our experiment as a user-based study in order to address RQ/ and RQ?2.
Namely, we asked a number of participants to perform an ontology design task start-
ing from a set of identified CQs used as ontological requirements. The ontology design
task was composed of two conditions. The first condition, i.e. C/, aimed at designing an
ontology able to answer the provided CQs without the support of FrODO. On the con-
trary, the second condition, i.e. C2, aimed at designing an ontology able to answer the
provided CQs with the support of FrODO. In both conditions the target ontology editor
was Protégé. In case of the condition C2 the participants were asked to copy a CQ from
the list of CQs they were provided with and paste it into the Web interface of FrODO.
Then, they were asked to (i) execute FrODO in order to get the resulting ontology and
(i1) import such an ontology into Protégé. This operation had to be executed once per
each CQ the participants were provided with. No strategy on the order of CQs to solve
for both condition C1 and C2 was imposed to the participants, i.e. they could start from
any of the provided CQs by following their preferred order. Additionally, in case of con-
dition C2 (with FrODO), the participants could opt for the implementation strategy the
felt more confident with. This means, for instance, a participant might first import all the
ontology modules returned by FrODO for each CQs and then refine those modules in the
final ontology as a whole. Similarly, a participant might import and refine the ontology
modules produced by FrODO for each CQs one-by-one incrementally. For the selection
of the CQs we first identified three common CQ patterns out of the set of 12 CQ pat-
terns observed in literature by [22]. The selected CQ patterns capture actors, relations,
quantities, and modalities, as well as temporal and spatial elements. Namely the three
CQ patterns are:

Shttps://github.com/anuzzolese/frodo
®https://w3id.org/stlab/frodo that redirects to http://semantics.istc.cnr.it/frodo
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Table 1. CQs used as sample in our experiment.

Set D CQ Pattern
CQI  When is the level of a chemical substance recorded in a water body? P1
S1 CQ2  What is a parameter that represents the quality of water bodies? P2
CQ3  Who records the amount of microbiological substances in surface waters in time? P3
CQ4  What are the contaminated sites in a geographical area recorded in time? P1
S2 CQ5  When is the rate of hospitalisation related to a disease registered? P2
CQ6  Who monitors the hospitalisations for a disease in geographical area? P3

* “When is [object] [relation]?”, i.e. pattern P1;
* “What is [object] [relation] [object]?”, i.e. pattern P2;
* “Who [relation] [object]?”, i.e. pattern P3.

For each of the three patterns we randomly picked two CQs from the corpus of CQs we
defined in the context of the WHOW project’. This allowed us to get two sets of CQs,
i.e. S1 and S2 having three CQs each. Table 1 reports the CQs selected along with their
corresponding set, identifier, and pattern.

We recruited 7 participants for the experiment with all of them being experts in
ontology design and patterns. Each participant was asked to perform C1, i.e. ontology
design without FrODO, with one of the two CQ sets and C2, i.e. ontology design with
FrODO, with the other CQ set. The assignment of the CQ sets to the participants with
respect to the two ontology design conditions was performed in order to have the same
CQs in S1 and S2 modelled alternatively with FrODO or without FrODO by a a bal-
anced number of participants. Hence, the participants were divided into two groups, i.e.
(i) Group 1 tackling the CQs in the set S1 under the experiment condition C2 and the
CQs in the set S2 under the experiment condition C1 and (ii) Group 2 tackling the CQs
in the set S1 under the experiment condition C1 and the CQs in the set S2 under the
experiment condition C2. Additionally, we asked 3 participants to carry out the condition
C2 as first option and then the condition C1 as second option. The remaining 4 partici-
pants were asked to carry out C1 first and then C2. The rationale of this choice was to
mitigate possible biases introduced in the experiment by the order that the two condi-
tions were executed by the participants. In fact, a participant, while addressing the ex-
periment condition requested to be the first in the sequence, might acquire, for example,
a deeper knowledge of the domain or she might benefit from the re-use of one or more
ontology design patterns identified and used in the condition tackled as first option. This
might make the condition tackled as second option easier to be solved, thus affecting
the veracity of the results. The participants were supervised by an evaluator, who was
in charge of (i) introducing FrODO with a brief demonstration, (ii) providing a detailed
explanation of the experiment to the participants, (iii) supporting the participants during
the experiments, (iv) recording the times taken by the participants for solving conditions
C1 and C2. At the end of the experiment each participant was supposed to produce two
ontologies as output. That is, one ontology addressing the CQs associated with condition

7The Water Health Open knoWledge (WHOW) is a project co-financed by the Connecting European
Facilities of the European Union under grant agreement 2019-EU-IA-0089. Project website: https://
whowproject.eu/
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Table 2. Structural metrics used for assessing the ontologies produced by the participants to the experiment
for both condition C1 and C2.

Metric

Description

# of annotation assertions

# of axioms

# of classes

# of datatype properties

# of inverse object properties

# of logical axioms

# of object properties

# of object property domain ax-
ioms

# of object property range axioms

# of SubClassOf axioms

Axiom/class ratio

Class/property ratio

Inverse relations ratio

Inheritance Richness

Relationship Richness

The total number of annotations in the ontology. Values are on or-
dinal scale.

The total number of axioms defined for classes, properties, datatype
definitions, assertions and annotations. Values are on ordinal scale.

The total number of classes defined in the ontology network. Values
are on ordinal scale.

The total number of datatype properties defined in the ontology
network. Values are on ordinal scale.

The total number of object properties having a owl:inverse0f
axiom for representing their inverse properties. Values are on ordi-
nal scale.

The axioms which affect the logical meaning of the ontology. Val-
ues are on ordinal scale.

The total number of object properties defined in the ontology. Val-
ues are on ordinal scale.

The total number of axioms specifying the domain of an object
property. Values are on ordinal scale.

The total number of axioms specifying the range of an object prop-
erty. Values are on ordinal scale.

The total number of rdfs:subClassOf axioms defined in the on-

tology.

The ratio between axioms and classes computed as the average

# of axioms

# of classes -

The ratio between the number of classes and the number of proper-
# of classes

# of properties”

The ratio between the number of inverse relations and

all the relations defined in the ontology. Values are

on a scale ranging fron O to 1 and are computed as
# of inv. object properties+# of inv. funct. datatype properties
# of object properties+# of datatype properties ’

The average number of subclasses per class computed as proposed
by [23]. Inheritance Richness is expressed on ordinal scale.

amount of axioms per class. Values are computed as

ties. Values are computed as

The ratio between non-inheritance relations and the total number
of relations defined in the ontology as proposed by [23]. Inher-
itance relations are rdfs:subClassOf axioms. Values are on a
scale ranging from O (i.e. the ontology contains inheritance rela-
tionships only) to 1 (i.e. the ontology contains non-inheritance re-
lationships only).

C1 and another ontology addressing the CQs associated with condition C2. We remark
that the CQs associated with C1 or C2 were either those available for set S1 or set S2.
At the end of the experiment we asked the participants to rate ten statements using
a five-point Likert scale (from 1: Strongly Disagree to 5: Strongly Agree). The ten state-
ments are those of the System Usability Scale (SUS) [24]. The SUS is a well-known met-
ric used for evaluating the usability of a system. It has the advantage of being technology-
independent, and reliable even with a very small sample size [25] as in our case. It also



provides a two-factors orthogonal structure, which can be used to score the scale on in-
dependent Usability and Learnability dimensions [25]. The adoption of SUS in our ex-
periment was not meant for assessing neither the usability of FrODO per se nor its inte-
gration with Protégé. On the contrary, it was meant for investigating the effectiveness of
FrODO and its implemented methodology in supporting ontologists in ontology design
tasks.

The ontologies produced by participants were evaluated with respect to the logical
and structural dimensions as identified in the ontology evaluation framework formalised
by [26]. The logical dimension was assessed by detecting the lack of inconsistencies by
means of a DL reasoner. The DL reasoner we opted for is HermiT®. The structural di-
mension was assessed with different metrics that have been defined and used in litera-
ture [26,23,27,28]. The structural metrics we used are reported in Table 2. We do not
assess the functional dimension, which is the ability of an ontology to address require-
ments and cover the domain [26]. This is because all the ontologies result from expert
ontology engineers that were asked to model ontologies able to address the proposed
CQs that identify the target ontological requirements. Hence, we assume that all resulting
ontologies are qualitative from the functional perspective.

4.2. Results

All ontologies designed by participants for conditions C1 and C2 are logically consis-
tent. Instead, Figures 3a and 3b show the results computed for the metrics reported in
Table 2 for participant groups 1 and 2, respectively. The values reported are averaged
among those obtained for each participant to the experiment with regards to the experi-
ment condition. We used OntoMetrics® [27] as a tool for computing such metrics auto-
matically. Most metrics we took into account perform better in the experiment condition
that includes FrODO (i.e. condition C2) than in the other does not (i.e. condition C2).
This observation is valid for both participant groups 1 and 2.

Figure 4a reports the times taken on average by participants to complete the tasks
associated with the conditions C1 and C2 regardless to the execution order. Standard
deviation values are reported among brackets for each series. On the contrary, Figure 4b
reports the same times by taking into account the specific order in which the participants
tackled C1 first and then C2. In the first case (cf. Figure 4a) the times recorded are
comparable, on average, for the participants of group 1, i.e. 39 minutes for C1 Vs 38.3
for C2. Nevertheless, for the participants of group 2 we recorded longer times when the
ontology design process was supported by FrODO, i.e. 32 minutes recorded for condition
C2 Vs. 19.7 minutes recorded for condition C1. However, if we limit our analysis to the
case having the condition C2 executed after the condition C1 (cf. Figure 4b), then we
observe longer times when the ontology design process was not supported by FrODO.
That is, for group 1, we recorded on average 37 minutes taken for C2 Vs. 56.5 taken for
C1 and, for group 2, we recorded on average 21 minutes taken for C2 Vs. 24 taken for
Cl.

Figure 5 reports the SUS scores in terms of the overall SUS score and its two orthog-
onal indicators, i.e. Learnability and Usability. Standard deviation values are reported

$http://www.hermit-reasoner.com/: last visited on May 2022.
https://ontometrics.informatik.uni-rostock.de/ontologymetrics/ last visited on May
2022.


http://www.hermit- reasoner.com/
https://ontometrics.informatik.uni-rostock.de/ontologymetrics/

180.0 169.8

160.0
140.0
120.0
100.0
72.7 79.0
80.0
60.0 453 34.7
40.0
200 07" 6.0 iy B o o 9.5 1.0
X B 13086 8-3 I 8.0. 840. 9.3. 7.5— 04 0410 19 0 0306 06
0.0 — —
4 & . o o ) & < .0 .0 o o o
L & o &8 & & & & & & & > & &F &
& F NG & < 3 & S S N 5 L RS
& 00 é\b {OQ @Q 7>® @Q < Qoe@ O(b & Q@\ & ) o& &
&5 N < RS N Q S \ R & > S
Q X ) X O) X & L 5 & & & NG X
0 Q & O & o < @ S 3 o 3
X Q N N ¥ 3 O S Q N < o'
& 65@“ ROANC P Q@d I \@‘*\ & &
R K & O & S & & & & <@
2 o & O N X A
o & & N &
X N o RZ
o & of
% R &
S S
20 *
Condition C1 (Without FrODO) m Condition C2 (With FrODO)
(a) Group 1
120.0 112.0
100.0
80.0
60.0 54.0
41.0
40.0 .
2. 223
20.0 14.3 16.0 16 160 157
10. 63 8.3 6.0 7.0 8.8 2 17.8
00 0.3 080 0 m . - 0.70.5 0.81.1 0.00.4 0.605
° o o o o © o o & o o 3 o o
&00 +\o<° \Q,e"’?’ & e«& J-r\o& é'»\q’ J}\O@ & -*\o‘(\ & & \(\&L) & \\o"f’
& <? N R R NG X o o «? Ng & & & &
S T RS N P S B
$ N 5 A e ¥ \ @5 O <Q & .
S b’bé& & %° \60\ N Qéd o Al t;j\ é(&k\ & \6\\0
Ké\ & 3}5 %° oQQ' Qﬂo ,@\ A & <
. N X
&0 o <R &
o & oY
X N O
S &
& 2°
%
Condition C1 (Without FrODO) ® Condition C2 (With FrODO)
(b) Group 2

Figure 3. Results computed for all structural metrics reported in Table 2

among brackets. We report separates perspectives over the results obtained with the SUS
along with the global scores by distinguishing between two cases: (a) the condition C2
(with FrODO) was executed before C1 (without FrODO) and (b) vice versa, the condi-
tion C1 (without FrODO) was executed before C2 (with FrODO). For the global per-
spectives the sores are 73.9, 85.87, and 69.9 for SUS, Learnability, and Usability, respec-
tively. For perspective (a) the sores are 68, 82, and 63.3 for SUS, Learnability, and Us-
ability, respectively. Finally, for perspective (b) the sores are 88.8, 95, and 86.6 for SUS,
Learnability, and Usability, respectively. All the ontologies generated by the participants
for both conditions C1 and C2 are available on GitHub!©, Simirlarly, the CSV data con-

Ohttps://github.com/anuzzolese/frodo/tree/main/evaluation/ontologies
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Figure 5. SUS, learnability and usability scores.

taining the metrics computed with OntoMetrics, times, and SUS results are published on
Zenodo !

4.3. Discussion

The analysis based on the structural metrics computed over the ontologies generated for
cases C1 and C2 suggests that the ontologies produced with the support of FrODO (i.e.
case C2) are richer in terms of (i) axioms, (ii) annotations, (iii) classes, (iv) taxonomic
relations (i.e. rdfs: subClassOf relations), (v) object properties, and (vi) inverse object
properties. This richness is confirmed by analysing the results for the class/property ratio,
inheritance richness, inverse relation ratio, and relationship richness. In fact, for all these
metrics we recorded higher values from the experiment condition involving FrODO (i.e.
condition C2) into the development process for both participant groups 1 and 2. This
addresses RQ1. The SUS-based analysis shows that an ontology design methodology
based on FrODO can be considered usable regardless to the specific order in which con-
ditions C1 and C2 were set in the experiment. In fact, based on empirical studies [46], a
SUS score of 68 represents the average usability value even in case of a small number of
participants [25]. Additionally, we observed, on average, that the adoption of FrODO in

Uhttps://doi.org/10.5281/zenodo . 6574273
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an ontology design workflow is not time-consuming. This is satisfactory and addresses
RQ2.

5. Conclusions and future work

In this work we present the Frame-based Ontology Design Outlet (FrODO), which is
a method and tool able to draft ontologies from competency questions (CQs) automat-
ically. First, we provide a background about ontology design methodologies and auto-
matic solutions for generating ontologies from text. Then, we describe the method imple-
mented by FrODO that builds on top of FRED for leveraging frame semantics to gather
domain knowledge and formalise it into OWL ontology drafts. Those drafts can be used
by ontology engineers to make agile ontology design methodologies (e.g. XD, SAMOD,
etc.) smoother. The effectiveness of FrODO was assessed by means of a user-based study
that involved 7 participants all of them being expert ontology engineers. The aim of the
a study was twofold, that is, evaluating: (i) the quality of the ontology drafts produced
by FrODO from the logical and structural perspectives; and (ii) the usability of FrODO
when used for an ontology design task. The experiment shows that FrODO produces
richer ontologies if compared to the ontologies designed without the support of FrODO
from the same set of CQs. The System Usability Scale (SUS) shows excellent usability
scores for all the perspective we analysed. Future works include the evaluation of the
ontologies produced with the support of FrODO from the functional perspective. Then,
we aim at designing and developing a plug-in for Protégé able to embed FrODO inside
the popular ontology design framework, thus strengthening the cohesion between the
two systems. Additionally, we plan to extend FrODO in order to provide better support
to the generation of datatype properties, inverse functional datatype properties, and dis-
joint axioms, which are overlooked in the current version of the tool. Among the others
the implementation of disjoint axioms will benefit from the alignment with foundational
ontologies, such as DOLCE+DnS Ultralite, which is already provided by FRED.
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