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Abstract

The mathematical runtime analysis of evolutionary algorithms tra-
ditionally regards the time an algorithm needs to find a solution of a
certain quality when initialized with a random population. In practi-
cal applications it may be possible to guess solutions that are better
than random ones. We start a mathematical runtime analysis for such
situations. We observe that different algorithms profit to a very differ-
ent degree from a better initialization. We also show that the optimal
parameterization of an algorithm can depend strongly on the quality
of the initial solutions. To overcome this difficulty, self-adjusting and
randomized heavy-tailed parameter choices can be profitable. Finally,
we observe a larger gap between the performance of the best evolution-
ary algorithm we found and the corresponding black-box complexity.
This could suggest that evolutionary algorithms better exploiting good
initial solutions are still to be found. These first findings stem from an-
alyzing the performance of the (1+ 1) evolutionary algorithm and the
static, self-adjusting, and heavy-tailed (14 (A, X)) GA on the OneMax
benchmark. We are optimistic that the question how to profit from
good initial solutions is interesting beyond these first examples.
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1 Introduction

The mathematical runtime analysis (see, e.g,. [AD11], DN20, Jan13, NW10,
ZYQ19]) has contributed to our understanding of evolutionary algorithms
(EAs) via rigorous analyses how long an EA takes to optimize a particular
problem. The overwhelming majority of these results considers a random
or worst-case initialization of the algorithm. In this work, we argue that
it also makes sense to analyze the runtime of algorithms starting already
with good solutions. This is justified because such situations arise in prac-
tice and because, as we observe in this work, different algorithms show a
different runtime behavior when started with such good solutions. In par-
ticular, we observe that the (1 + (A, \)) genetic algorithm ((1 + (A, A)) GA)
profits from good initial solutions by much more than, e.g., the (1 + 1) EA.
From a broader perspective, this work suggests that the recently proposed
fine-grained runtime notions like fixed budget analysis [JZ14] and fixed tar-
get analysis [BDDV22], which consider optimization up to a certain solution
quality, should be extended to also take into account different initial solution
qualities.

1.1 Starting with Good Solutions

As just said, the vast majority of the runtime analyses assume a random
initialization of the algorithm or they prove performance guarantees that
hold for all initializations (worst-case view). This is justified for two rea-
sons. (i) When optimizing a novel problem for which little problem-specific
understanding is available, starting with random initial solutions is a rec-
ommended approach. This avoids that a wrong understanding of the prob-
lem leads to an unfavorable initialization. Also, with independent runs of
the algorithm automatically reasonably diverse initializations are employed.
(ii) For many optimizations processes analyzed with mathematical means
it turned out that there is not much advantage of starting with a good
solution. For this reason, such results are not stated explicitly, but can
often be derived from the proofs. For example, when optimizing the sim-
ple ONEMAX benchmark via the equally simple (1 + 1) EA, then results
like [Miih92, DJWO02, DEFWTI, [DDY20] show a very limited advantage from
a good initialization. When starting with a solution having already 99%
of the maximal fitness, the expected runtime has the same enln(n) + O(n)
order of magnitude as the one starting from a random solution. Hence the
gain from starting with the good solution is bounded by an O(n) lower or-
der term. Even when starting with a solution of fitness n — y/n, that is,
with fitness distance y/n to the optimum of fitness n, then only a runtime



reduction by asymptotically a factor of a half results. Clearly, a factor-two
runtime improvement is interesting in practice, but the assumption that an
initial solution can be found that differs from the optimum in only y/n of the
n bit positions, is very optimistic. Without going into details, we note that
other problem which exhibit a multiplicative drift behavior [DJW12], such
as the optimization of minimum spanning trees [NW07], Euler cycles [D.JOT],
or shortest paths [BBDT09, [DJ10], would similarly little profit from a good
initialization.

So there is some justification for random initializations, but we also see
a number of situations in which better-than-random solutions are available
(and this is the motivation of this work). The obvious one is that a problem
is to be solved for which some, at least intuitive, understanding is available.
This is a realistic assumption in scenarios where similar problems are to be
solved over a longer time period or where problems are solved by combining a
human understanding of the problem with randomized heuristics. A second
situation in which we expect to start with a good solution is reoptimiza-
tion. Reoptimization [SSTTIS8|, [Zyc18] means that we had already solved a
problem, then a mild change of the problem data arises (due to a change
in the environment, a customer being unhappy with a particular aspect of
the solution, etc.), and we react to this change not by optimizing the new
problem from scratch, but by initializing the EA with solutions that were
good in the original problem. While there is a decent amount of runtime
analysis literature on how EAs cope with dynamic optimization problems,
see [NPR20], almost all of them regard the situation that a dynamic change of
the instance happens frequently and the question is how well the EA adjusts
to these changes. The only mathematical runtime analysis of a true reop-
timization problem we are aware of is [DDN19]. The focus there, however,
is to modify an existing algorithm so that it better copes with the situation
that the algorithm is started with a solution that is structurally close to the
optimum, but has a low fitness obscuring to the algorithm that the current
solution is already structurally good. A third way optimization problems
starting with a good solution can show up is when using a first heuristics for
some time and then switching to a second heuristic. This is done frequently
in practice, however, we are aware of only one rigorous result in this direc-
tion, namely that such a hybridization of the Metropolis algorithm and the
(14 1) EA gives a better performance than the (1 + 1) EA alone [DRW22].

We note that using a known good solution to initialize a randomized
search heuristic is again a heuristic approach. It is intuitive that an itera-
tive optimization heuristic can profit from such an initialization, but there
is no guarantee and, clearly, there are also situations where using such ini-
tializations is detrimental. As one example, assume that we obtain good



initial solutions from running a simple hill-climber. Then these initial solu-
tions could be local optima which are very hard to leave. An evolutionary
algorithm initialized with random solutions might find it easier to generate
a sufficient diversity that allows to reach the basin of attraction of the opti-
mum. So obviously some care is necessary when initializing a search heuristic
with good solutions. Several practical applications of evolutionary algorithms
have shown advantages of initializations with good solutions, e.g., [Lia00] on
the open shop scheduling problem.

While there are no explicit mathematical runtime analyses for EAs start-
ing with a good solution, it is clear that many of the classic results in their
proofs reveal much information also on runtimes starting from a good so-
lution. This is immediately clear for the fitness level method [Weg01], but
also for drift arguments like [HY01, [DG13, DJW12, MRC09, Joh10] when
as potential function the fitness or a similar function is used, and for many
other results. By not making these results explicit, however, it is hard to see
the full picture and to draw the right conclusions.

1.2 The (1+ () A)) GA Starting with Good Solutions

In this work, we make explicit how the (1 + (A, X)) GA optimizes ONEMAX
when starting from a solution with fitness distance D from the optimum. We
observe that the (1 + (A, A\)) GA profits in a much stronger way from such a
good initialization than other known algorithms. For example, when starting
in fitness distance D = /n, the expected time to find the optimum is only
O(n?/*) when using optimal parameters. We recall that this algorithm has a
runtime of roughly ny/logn when starting with a random solution [DDE15]
DDI18]. We recall further that the (1 + 1) EA has an expected runtime of
(1 & o(1))3enIn(n) when starting in fitness distance y/n and an expected
runtime of (1£0(1))en Inn when starting with a random solution. So clearly,
the (1 + (A, A)) GA profits to a much higher degree from a good initialization
than the (1+1) EA. We made this precise for the (1+ 1) EA, but it is
clear from other works such as [JJWO05, Wit06, [DK15, [AD21] that similar
statements hold as well for many other (¢ + A) EAs optimizing ONEMAX,
at least for some ranges of the parameters.

The runtime stated above for the (1 + (A, X)) GA assumes that the algo-
rithm is used with the optimal parameter setting, more precisely, with the
optimal setting for starting with a solution of fitness-distance D. Besides that
we usually do not expect the algorithm user to guess the optimal parameter
values, it is also not very realistic to assume that the user has a clear picture
on how far the initial solution is from the optimum. For that reason, we also
regard two parameter-less variants of the (14 (A, A)) GA (where parame-
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terless means that parameters with a crucial influence on the performance
are replaced by hyperparameters for which the influence is less critical or for
which we can give reasonable general rules of thumb).

Already in [DDE15], a self-adjusting choice based on the one-fifth success
rule of the parameters of the (1 + (A, A\)) GA was proposed. This was shown
to give a linear runtime on ONEMAX in [DD18]. We note that this is, essen-
tially, a parameterless algorithm since the target success rate (the “one-fifth”)
and the update factor had only a small influence on the result provided that
they were chosen not too large (where the algorithm badly fails). See [DD18|
Section 6.4] for more details. For this algorithm, we show that it optimizes
ONEMAX in time O(v/nD) when starting in distance D. Again, this is a
parameterless approach (when taking the previous recommendations on how
to set the hyperparameters).

A second parameterless approach for the (1 + (A, A)) GA was recently
analyzed in [ABD22], namely to choose the parameter A randomly from a
power-law distribution. Such a heavy-tailed parameter choice was shown
to give a performance only slightly below the one obtainable from the
best instance-specific values for the (1+ 1) EA optimizing jump func-
tions [DLMNI7].  Surprisingly, the (14 (A A)) GA with heavy-tailed
parameter choice could not only overcome the need to specify parameter
values, it even outperformed any static parameter choice and had the same
O(n) runtime that the self-adjusting (1 + (A, A)) GA had [ABD22]. When
starting with a solution in fitness distance D, this algorithm with any power-
law exponent equal to or slightly above two gives a performance which is
only by a small factor slower than O(v/nD).

1.3 Experimental Results

We support our theoretical findings with an experimental validation, which
shows that both the self-adjusting and the heavy-tailed version of the
(14 (X, A)) GA indeed show the desired asymptotic behavior and this with
only moderate implicit constants. In particular, the one-fifth self-adjusting
version can be seen as a very confident winner in all cases, and the heavy-
tailed versions with different power-law exponents follow it with the accord-
ingly distributed runtimes. Interestingly enough, the logarithmically-capped
self-adjusting version, which has been shown to be beneficial for certain prob-
lems other than ONEMAX [BDI17] and just a tiny bit worse than the basic
one-fifth version on ONEMAX, starts losing ground to the heavy-tailed ver-
sions at distances just slightly smaller than /n.



1.4 Black-Box Complexity and Lower Bounds

The results above show that some algorithms can profit considerably from
good initial solutions (but many do not). This raises the question of how
far we can go in this direction, or formulated inversely, what lower bounds
on this runtime problem we can provide. Given an objective function from
a given class of functions and a search point at a Hamming distance D from
the optimum, one can define the relevant flavor of the unrestricted black-box
complexity as the smallest expected number of fitness evaluations that an
otherwise unrestricted black-box algorithm performs to find the optimum (of
a worst-case input).

If the class of functions consists of all ONEMAX-type functions, that
is, ONEMAX and all functions with an isomorphic fitness landscape, we
show that the black-box complexity is ©(10g; min{pn—p} (7)), which is

@( D l(l)g(n/D)
og D
via randomized search trees and Yao’s minimax principle from [DJWO06], with

additional careful considerations for how many different answers one can get
for each query. The upper bound uses the classic random guessing strategy
of [ER63], which we show to require at most twice as many evaluations as
the lower bound.

For small D, this black-box complexity of order @(%) is consid-
erably lower than our upper bounds. Also, this shows a much larger gap
between black-box complexity and EA performance than in the case of ran-

dom initialization, where the black-box complexity is @(@) and simple EAs

) assuming D < n/2. The lower bound uses the classic argument

have an O(nlogn) performance.

1.5 Synopsis and Structure of the Paper

Overall, our results show that the question of how EAs work when started
with a good initial solution is far from trivial. Some algorithms profit more
from this than others, the question of how to set the parameters might be in-
fluenced by the starting level D and this may make parameterless approaches
more important, and the larger gap to the black-box complexity could suggest
that there is room for further improvements.

The rest of the paper is organized as follows. In Section 2l we formally
define the considered algorithms and the problem and collect some useful
analysis tools. In Section [3] we prove the upper bounds on the runtime
of the algorithms and deliver general recommendations on how to use each
algorithm. In Section 4] we formally define the conditional unrestricted black-
box complexity and prove first upper and lower bounds for that complexity.
In Section Bl we check how our recommendations work in experiments.



2 Preliminaries

2.1 The (1+ (A A)) GA and Its Modifications

We consider the (1+ (A, A)) GA, which is a genetic algorithm for the
optimization of n-dimensional pseudo-Boolean functions, first proposed
in [DDE15]. This algorithm has three parameters, which are the mutation
rate p, the crossover bias ¢, and the population size .

The (14 (A, A)) GA stores the current individual x, which is initialized
with a random bit string. Each iteration of the algorithm consists of a mu-
tation phase and a crossover phase. In the mutation phase we first choose
a number ¢ from the binomial distribution with parameters n and p. Then
we create A offsprings by flipping ¢ random bits in x, independently for each
offspring. An offspring with the best fitness is chosen as the mutation winner
x’ (all ties are broken uniformly at random). Note that 2’ can and often will
have a worse fitness than z.

In the crossover phase we create \ offspring by applying a biased crossover
to x and 2’ (independently for each offspring). This biased crossover takes
each bit from = with probability (1 — ¢) and from x’ with probability c¢. A
crossover offspring with best fitness is selected as the crossover winner y (all
ties are broken uniformly at random). If y is not worse than x, it replaces
the current individual. The pseudocode of the (14 (A, A)) GA is shown in
Algorithm [Tl

Based on intuitive considerations and rigorous runtime analyses, a stan-
dard parameter settings was proposed in which the mutation rate and
crossover bias are defined via the population size, namely, p = % and ¢ = %

It was shown in [DDE15] that with a suitable static parameter value for
A, this algorithm can solve the ONEMAX function in O(ny/log(n)) fitness
evaluations (this bound was minimally reduced and complemented with a
matching lower bound in [DD18|). The authors of [DDE15] noticed that with
the fitness-dependent parameter \ = \/g the algorithm solves ONEMAX
in only ©(n) iterations.

The fitness-depending parameter setting was not satisfying, since it is too
problem-specific and most probably does not work on practical problems. For
this reason, also a self-adjusting parameter choice for A was proposed
in [DDE15] and analyzed rigorously in [DDI18]. It uses a simple one-fifth
rule, multiplying the parameter A by some constant A > 1 at the end of
the iteration when f(y) < f(x), and dividing A by A? otherwise (the forth
power ensures the desired property that the parameter does not change in
the long run when in average one fifth of the iterations are successful). This
simple rule was shown to keep the parameter A close to the optimal fitness-



Algorithm 1: The (1 + (A, A\)) GA maximizing a pseudo-Boolean
function f.

1 = < random bit string of length n;

2 while not terminated do

3 Mutation phase:

4 Choose ¢ ~ Bin (n, p);

5 for i € [1..\] do

6 2@ « a copy of x;

7 Flip / bits in 2 chosen uniformly at random;
8
9

end
v’ argMaX,cp(1), .z} f(Z)7
10 Crossover phase:
11 for i € [1..\] do
12 Create y® by taking each bit from 2’ with probability ¢ and
from x with probability (1 — ¢);
13 end

14 Y < argmax, o, ()} f(2);

.....

15 if f(y) > f(z) then

16 ‘ Ty,
17 end
18 end

dependent value during the whole optimization process, leading to a O(n)
runtime on ONEMAX. However, this method of parameter control was not
efficient on the MAX-3SAT problem, which has a lower fitness-distance
correlation than ONEMAX [BD17]. Therefore, capping the maximal value of
A at 2In(n + 1) was needed to obtain a good performance on this problem.

Inspired by [DLMNI17], the recent paper [ABD22] proposed use a heavy-
tailed random A, which gave a birth to the fast (1+ (A, \)) GA. In this
algorithm the parameter A is chosen from the power-law distribution with
exponent § and with upper limit u, which we denote by pow (S, u). Here for
all 2 € N we have

Prf = Caui™?, ifi e[l
Tr =l =
0, otherwise,

where Cg, = (3_j_,J ~#)~1 is the normalization coefficient. It was proven
that the fast (1 + (A, X)) GA finds the optimum of ONEMAX in ©(n) fitness
evaluations if § € (2,3) and u is large enough. Also it was empirically shown



that this algorithm without further capping of X is quite efficient on M A X-
3SAT.

When talking about the runtime of the (1 + (A, X)) GA, we denote the
number of iterations until the optimum is found by 77 and the number of
fitness evaluations until the optimum is found by Tr. We denote the distance
of the current individual to the optimum by d.

We note in passing the the (1+ (A, A)) GA was also analyzed on the
LEADINGONES problem, where it was shown to have a performance com-
parable to the one of simpler evolutionary algorithms [ADKT9]. It was also
analyzed on JUMP functions, where it greatly outperformed simple algo-
rithms, however only with a different parameter setting than the one that
was successful [ADK22l [HFS22].

2.2 Problem Statement

The main object of this paper is the runtime of the algorithms discussed
in Section 2.1l when they start in distance D from the optimum, where D
should be smaller than the distance of a random solution. For this purpose
we consider the classic ONEMAX function, which is defined on the space of
bit strings of length n by

ONEMAX(z) = OM(x) = le
i=1

In the context of black-box complexity, however, we are rather interested
in a family of isomorphic ONEMAX-like problems defined as follows

n

OM,(z) = Z(l — |z — 2il),

i=1

where z € {0,1}" is the optimum. Clearly, all evolutionary algorithms con-
sidered in this paper are unbiased (in the sense of [LWI12, [RV11]), so they
behave identically on all these problems regardless of the values of z.

2.3 Probability for Progress

To prove our upper bounds on the runtimes we use the following estimate
for the probability that the (14 (A, A)) GA finds a better solution in one
iteration.

Lemma 1. The probability that OM(y) > OM(x) is Q(min{1, %})



To prove this lemma we use the following auxiliary result from [ABD22],
a slight adaptation of [RS14, Lemma 8§].

Lemma 2 (Lemma 2.2 in [ABD22]). For allp € [0,1] and all X\ > 0 we have
1—(1=p)*> .

( p)" = 1+ Mp
Proof of Lemmall. By Lemma 7 in [DDE15] the probability to have a true

progress in one iteration is (1 — (";d)%) By Lemma [2 this is at least

Q(min{1, 2°}). ]

2.4 Useful Tools

When working with the power law distribution one often has to estimate
partial sums of the generalized harmonic series or of even more complicated
series. The following two lemmas immensely help us to do it with a reasonable
precision.

Lemma 3. Let f(z) be a non-negative integrable function on [a,b], were a,b
are some integer numbers.

1. If f(x) is non-decreasing on |a,b], then we have
b b b
fla)+ [ fa@dr <Y 10 < [ @t r)
2. If f(x) is non-increasing on |a,b], then we have

/ flx)dz + f(b) < 3 f(i) < fla) + / f(@)dz.

1=

b
a

3. If there ezists some real number ¢ € (a,b) such that f(x) is non-
decreasing on |a,c] and f(x) is non-increasing on [c,b], then we have

b b b
fa)+ 50~ £+ [ fa)iz <37 f0) < [ payda s (o)

Proof. To prove all three statements of the lemma we use the following ex-
pression of the sum, which is true for all functions.

b+1

b
S f@= [ (e

a

10



Figure 1: Tllustration of the bounding integrals for an increasing f(z). In
both plots the gray area is equal to the estimated sum. In the left plot the
red area is an upper bound for the sum. In the right plot the blue area is
the lower bound for the sum.

— f(=@)

— fz-1)

8 8
N— ~—
S~ S~

a b b+1 a a+1 b+1

In the case of non-decreasing function f for all z € [a,b] we have

flz=1) < f(lz]) < f(2).

Therefore, we compute

Zf(z‘) = f(a) + .Z f(i) = fa) + " f(lz])dx
> fla) + :1 f(x - 1)de /f

We also compute the upper bound.

> 0) Zf +50)= [ e+ 50

These two bounds are illustrated in Figure [l
In the case of non-increasing function f for all = € [a, b] we have

flx=1) = f([z]) = f(2).
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Figure 2: Tllustration of the bounding integrals for an decreasing f(z). In
both plots the gray area is equal to the estimated sum. In the left plot the
red area is an upper bound for the sum. In the right plot the blue area is
the lower bound for the sum.

— (@)

— flz 1)

a a+1 b+1 a b b+1

We use similar arguments as for a non-decreasing function and compute

> 0) Eyf+f /fbﬂm+ﬂ)

We also compute the upper bound.

b+1

Zf(i)Zf(a)Jr > f@) = fla)+ 1 f(lx))dx

1=a+1

"
b+1
<f@+ [ fla-1de /f

a+1

These two bounds are illustrated in Figure 2
For a function with maximum in ¢ € (a,b) we note that for all z € [a, (|
we have

flz=1) < f([z]) < fla),

for all z € [c+ 1,0] (if ¢+ 1 < b) we have
[z =1) = f([x]) = f(2),

12



and for all x € [¢, min{c + 1,b}] we have
f(e) = [(lz]) 2 min{f(z), f(z = 1)} = f(x) + flz = 1) = f(e).

When b > ¢+ 1, then we compute the lower and upper bounds as follows
(this case is illustrated in Figure ().

b

b—1 b
Do FG) = fla)+ Y @)+ f) = fla)+ fO) + [ f(lz))de

i=a i=a+1 a+1

> fla) + F(B) + / fe — 1)de

+ (f(@)+ fle=1) = fle))de+ [ f(x)de

c c+1

c+1 b
= f(0) 4 £0) = )+ [ o= D+ / f(2)dx
— f(a) + f(b) — f(c) + / f(2)da
b b+1
Sty = [ f(la)yds

g/cf(x)dx+/c+1f(c)d:c+ " e = 1)de

c c+1
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When b < ¢+ 1 the upper bound can be shown with the same arguments.
For the lower bound we have

Zf _ J0+10) = / f(le

O

Lemma 4. Let a and b be some positive integers such that a < b. Then for
all 5 # 1 we have

pl=6 _ g1-8
7 5—7—1—5,
Z 5

where § satisfies
min{a=? b7} < 6 < max{a=? b7}

If 8 =1, then we have

b
b
Zfﬁ =In <—) + 9,
i=a a
with § € [3,1].

Proof. For 8 < 0 function f(z) = 27 is a increasing function and for 3 > 0
this is a non-increasing function. Hence, we can use the first two statements

14



Figure 3: The illustration of the bounding integrals for a function which is
increasing in interval [a, ¢|] and decreasing in interval [c, b]. In both plots the
gray area is equal to the estimated sum. In the left plot the red area is an
upper bound for the sum. The left part of the red line represents f(z) in
interval [a, c], the central part shows the line y = f(c) in interval [c,c + 1]
and the right part stands for f(z — 1) in interval [c + 1,b + 1]. In the right
plot the solid blue line stands for min{ f(x), f(z — 1)} and the sum of blue
areas is not a lower bound for the sum, unless we subtract the overlapped
area in interval [c, ¢ + 1] together with the small areas above the solid blue
line. This area is at most f(c).

a Ce+l b+l Gg+1 Cc+1 bbb+l
x x
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of Lemma [3] to estimate the sum. For 5 # 1 we have

b 1-8 _ ,1-p8
/ rPdr = bia.
a 1_ﬁ

Therefore, for § < 0 we have
bl B _ g8

+b 5.
C1-5

a_ﬁerlB—a Z ﬁ

For 8 > 0 (except for = 1) we have

R

1—-p

l%ﬁmzm@—m@:m<9,

bi=F —ql=P

b
-8 8 -8
+b SE 17 <a P+ =5

i=a

For f =1 we have

hence,

b
b 1 1 b
Z z —B < Z Z
ln(a)erS;z §a+ln<a)
We complete the proof by noting that
_B .f >
max{a ", b7} = ¢ 1 620,
bB,if B <0,

and

T b=P, if >0,
mln{a B’b ﬁ}:{a—ﬁ 1f/8<0

O

The following lemma will help us to simplify the estimates given by Lem-
mas 3 and [l

Lemma 5. Forallz > 1, ally >z and all 5 > 0 such that 5 # 1 we have

_ _ & _ _
e’ =y P g @ -y,

16




Proof. For = 0 both sides of the inequality are equal to zero. For § > 0
we have

Yy Y
P —y P = 5/ 1P < 5/ t=Pdt =

3 é (@ =y,
0

We also use Wald’s equation [Wal45] in our analysis. In particular, it
helps us estimate the expected number of the fitness evaluation which the
algorithm performs when we know the expected number of iterations and the
expected number of fitness evaluations per iteration.

Lemma 6 (Wald’s equation). Let (X;)ien be a sequence of real-valued ran-
dom variables and let T be a positive integer random variable. Let also all
following conditions be true.

1. All X; have the same finite expectation.
2. For all t € N we have E[X 1 yr>y] = E[X] Pr[T > t].
3. 30 Ell Xl Lir=g] < oo
4. E[T] is finite.
Then we have

E = E[T|E[X;].

T
DX
t=1

In our black-box complexity analysis, we use the following combinatorial
result [Koe98 p.41]:

Lemma 7 (Chu-Vandermonde identity). The following holds for all m <n
and all k < min{m,n —m}.

()= ()

J

In particular, we are interested in the following corollary.

Lemma 8. The following holds for all m <n and all x < min{m,n —m}.
m\ (n—m n
()26
x x m
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Proof. Follows from Lemma [7] by considering k = m, using (T) = ( " ) and

m—x

noting that the left-hand side is just one of the summands. O
We also use the following classic result for the lower bounds.

Lemma 9 ([DJWOG], Theorem 2). Let S be the search space of an optimiza-
tion problem. If for each s € S there is an instance such that s is the unique
optimum and if each query has at most k > 2 possible answers, then the
black-box complezity is bounded below by [log, |S|] — 1.

Note that the proof of this result allows only a part S of the (original)
search space S to be used, provided that the optimum is contained in S.
Indeed, for the lower bound the queries outside S may be safely ignored, even
if such queries are required for the problem to be solved.

3 Runtime Analysis

In this section we conduct a rigorous runtime analysis for the different vari-
ants of the (14 (A, X)) GA and prove upper bounds on their runtime when
they start in distance D from the optimum. We start with the standard
algorithm with static parameters.

Theorem 10. The expected runtime of the (1+ (A X)) GA with static
parameter X (and mutation rate p = % and crossover bias ¢ = % as rec-

ommended in [DDE15]) on ONEMAX with initialization in distance D from
the optimum is

n n
E[T¥] =0 (X In (F) + D)\)
fitness evaluations. This is minimized by X = "I%D) , which gives a runtime

guarantee of E[Tp] = O(y/nD1In(D)).

Proof. By Lemma [l the probability P; to have progress in one iteration
is Q(min{1, %}) Therefore, the expected number of iterations until the
(I+ (A A)) GA finds the optimum is

D n/A? D
Z -1 Z n Z
d= d=1 d=n/X2+1
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Since in each iteration the (1 4 (A, X)) GA performs 2 fitness evaluations
(A in the mutation phase and X in the crossover phase), the expected number
of fitness evaluations is by a factor of 2\ larger:

E[T¥] =0 (%m (%) +D)\) . (1)

The term § In(<y) is decreasing in A and the term DA is increasing. There-
fore, the runtime is minimized when these two terms are asymptotically equal,

that is, when \ = "IHT@. By putting this value for A into () we obtain
E[Tr] = O(y/nDIn(D)). O O

We move on to the (1+ (A, A\)) GA with optimal fitness-dependent pa-
rameters.

Theorem 11. The expected runtime of the (14 (\, X)) GA with fitness-
dependent X = M(d) = /% on ONEMAX with initialization in distance D

from the optimum is E[Tr] = O(vVnD).

Proof. By Lemmalll, the probability of having a true progress in one iteration
is constant. The cost of one iteration, however, is a non-constant 2\. Thus
the expected runtime for a fitness increase is O()\). Pessimistically assuming
that we do not increase the fitness by more than one, we obtain

E[Ty] =0 (Z \/@ = O(VnD).
O

O

The one-fifth rule was shown to be to keep the value of A close to its
optimal fitness-dependent value, when starting in the random bit string. The
algorithm is initialized with A = 2, which is close-to-optimal when starting
in a random bit string. In the following theorem we show that even when we
start in a smaller distance D, the one-fifth rule is capable to quickly increase
A to its optimal value and keep it there.

Theorem 12. The ezpected runtime of the (14 (A, A)) GA with self-
adjusting \ (according to the one-fifth rule) on ONEMAX with initialization
in distance D from the optimum is E[Tr| = O(v/nD).

Proof. Let d' € [0..D] be the first distance at which the algorithm reached
A > \/g . At each distance d > d’ the algorithm did not manage to do so,
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hence it spent at most

log.4(1/%)

Tr(d) = ; Ai:O<\/g)

fitness evaluations at that distance. Repeating the arguments of Lemma 16
in [DD18] we can show that the starting from distance d’, A will always be
close to \/% , and the probability to increase the fitness is ©(1). Therefore, at
each distance we spend at most O(\/% ) fitness evaluations, which by analogy

with Theorem [l yields E[Tr| = O(vVnD). O O

For the fast (14 (A, X)) GA different parameters of the power-law distri-
bution yield different runtimes. This is shown in Theorem [I3]

Theorem 13. Consider the fast (1+ (A, \)) GA with parameter uw < \/n.
The expected runtime of the fast (14 (A, X)) GA on ONEMAX with initial-
ization in distance D from the optimum is as shown in Table[2.

To prove Theorem we first introduce auxiliary lemmas to estimate
the probability to have a progress in one iteration depending on the current
distance to the optimum and on the parameters of the power-law distribution
and to estimate the expected cost of one iteration (also depending on the
parameter of the power-law distribution). We start with the following lower
bound on the probability of progress.

Lemma 14. Let P, be the probability that the fast (1 + (A, X)) GA improves
fitness in one iteration when its current individual x is in distance d from
the optimum. Then Py is at least as shown in Table .

Proof. Let Py(\) be the probability to improve the fitness in one iteration
conditional on that the distance between the current individual x and the
optimal bit string is d and that the population size is fixed and equals to
A. By Lemma [I] this probability is ©(min{1, %}) This implies that there
exists a constant C' > 0 such that for all d € [1..n] and all A € [1..n] we have

2
Py(N) > Cmin{l,ﬂ}.
n
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Table 1: Lower bounds on P, for different values of g and u. In this table C
stands for a constant hidden in the €2 notation of Lemma [l and Cjg,, is the
normalization coefficient for the power-law distribution.

I} Pdwithug\/% Pdwithu>\/%

CClpu | du=F CCsu . 1-
<1 3-3 n 3-g U

CCpu  dud—h CCgy nl—p
(1,3) || =p. = =5

3 || CCp, -t 0Cy, - In(y/2 + 1)

>3 CC@U'Q

n
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GG

64 Runtime if v < /3 Runtime if u € [\/75, v/7] Runtime if u > \/n
2(3_6)2 n n 2(3_5)2
<1 2387 n ce—p) (E In (F) + Du) C(2-h) - Du
C-5) *(In(D) + 1) o5 s
8(3-5 n - n B
1.2 (w5 (03 - (1y/%)
2 2. 2 (D) +1) | &(In(u) +1) ( n(%)+ 2\/nD) £ (In(u) + 1)VnD
3-8
2(8-1) n 8(8—1) n n 2 D 8(8—1) B—1 3-8
(2, 3) ol() * BB (ID(D) + 1) C(B—2) 3B (ln (u_2) + m (U z) ) —ﬁ 567 \/7 \/_
) W (e (n () + 1)+ 2min (20 )) 200 (Lo o ()
D S eﬂ 2(5_1) -2 n(u+1 [ n/D) —2 n(yv/n+1 n(n
2d it (u+1 (ln(D) +1)
3 an 2(8-1) n n n 6(5-1)
D> o9 <ln(u+1) (ln (u2) + ) +2nlnln™(u) + 13(2)> olfE) n(lnln(n) + 1)
>3 2o - n(ln(D) + 1)

Table 2: The expected runtime of the fast (1 + (A, A)) GA with different parameters § and u on ONEMAX when it is
initialized in distance D from the global optimum. C' stands for the constant hidden in the 2 notation of Lemma[Il




Since the fast (1 + (A, A)) GA chooses population size A from the power-law
distribution pow (3, u), by the law of total probability we compute

Py =" Pr[\ = i]Py(i)
=1
= Z Cﬁ,ui_ﬁpd(i)
i=1

- PP di®
ZZC@UZ C min 1,7 )

i=1

We now consider two cases.
When u < \/% , then we have

d~— g
Py > CpuC— ;z : (2)

By Lemma [ we estimate

u ud—B— . _ .
ZZQ?B N = Lt min{1,u? P}, if B +#3,
In(u) + 1, if 5= 3.

i=1

We now put these two estimates into (2)) for different values of £.
If 6 <2, then we have

v 3-8 _ 3-8 _ 3-8
STl PR
— 3-0 3-0 3-0
Hence, by (2 we obtain
d u* P
P;>CCgy - —- :
T -7

For 5 € (1,2) the following weaker (by a constant factor of ﬁ < 2) lower
bound also holds. This bound turns to be more convenient in our further
analysis.

Pd > CCB,u :

S
IS

7

@
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If 8 € [2,3), then we have

d [(uP—1
Py>CCsy - — - 2-8
12005 (S +7)
d udP 1 3—0
=CCgy - —- 1— .
i ma (e
We note that (1 — ugl_ﬁ + %) is an increasing function of w for v > 1, which

can be shown through considering its derivative as follows.

_ / — 2
(1- a5+ 50 —6-nm-6-ng-e-nt 5 20

ud—># U

Hence, we have

1 3-8 1 3-8
<1_u3—6+T) = (1_13——ﬁ+T):3_5'

Therefore, we compute

d ud b du*=? _ CCs, du*P
> - — . . — . > >
Py > CCpgy 0 Gop) (3—=08)=CCs, — 2 —

where in the last inequality we decreased the bound by a factor of 2 in order
to simplify our further calculations.

If 8 = 3, then by a well-known inequality = > In(1 + z), which holds for
all x > —1, we have

1 1
Pd Z CC@U . g . (ln(u) + 5) Z CC@U . g . (ln(u) + In (1 + a))

n
| 1
= CCf - %

If 3 > 3, then we have

d <& d < d
Py>CChy-—Y 7P >CChy- =Y "7 =CChy- .
d = C 8, n 2 7 = Cg, n 2 1 Cg, n

When u > \/% , then we have

i=1
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where f is a function defined on [1,u] as

2-p
f(x):min{x_ﬁ,dx }::p Bmln{l di}
n n

Note that f has the following properties depending on parameter . It is an
increasing function if 5 < 0, it is increasing in [1, \/%] and non-increasing in
[\/%, ul, if B € [0,2), and it is non-increasing, if 8 > 2.

Therefore, if § < 0, then by the first statement of Lemma [3] we have

é;ﬂwau>+/3ﬂwa:§+[”€gﬁﬂmx+/”aﬂmx

d d fgﬁ ul_ﬁ—\/%l_ﬁ
nn 3-8 = 15
) (e
' T3°8 i \1-5 3-8)"1-3
S 18 1 1 ulfﬁ_ulfﬁ
=" <3—6_1—5)+1—ﬁ_3—5

where in the last inequality we used u > \/% and %(1 — ﬁ) > 0. By @),
we have

ul=p
3—03
If g €[0,1), then by the third statement of Lemma [B] we have

ZN? v+ s - 1 (f5) + [ s

Pd Z CCB,u :

-y \/— u

=~ 4uf— L / dg:pQ 5d:p+/ z Pdx
d 1 n \/g
-6 i~ 1-8 wl—8

I S (N Vi Mt S Ve MY
d n 30 1-p5




have

I'M:
g
v

~
|
—

+ u15_<\/§ o ! )+u16
d 3 3-8)"3-43

4 2-p8)  wP

“nG-p) 3-8

+

3|&/?3|&A S|

&
|

N

=5
Tl
i)

N——

N

—

| | =

=

|

w

| | —

=

|

—

| |

=

N——

ul=h

> )

=3_5

since % > 0and u' 7 —(,/%)'"F > 0. When we put this into (), we obtain
Py
d — Bu 3 _ 6
If 3 =1, we use a different way to estimate the sum and obtain
” NG

Thus, by ([B)) we have
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If 5 € (1,2), then by the third statement of Lemma [B] we have

Zzu;f(i) > f()+ fu) — f (\/g) +/1uf(x)d:p

u

Note that if > 3, then the function in the integral is non-negative. Thus,
if \/% > 3, then the integral is non-negative itself and then we have

u » N/El—ﬁ nlfﬁ
2105 Vi

Otherwise, if \/% < [, then we have

| —

Zf(i) > f(1)+ f(2),

since we consider the case u > \/% > 1 and u is integer, hence u > 2. We

have f(2) =277 min{1,2¢} = 277 since ¢ > % > 1. Thus, we have

u 1-8 £5—3 1—
;f(i)2f<1)+f<2)=%+25:\/g (\/g +2fﬁg B)

P 1 1 R T

2(5634-2[3)\/; Z(Z_'_Z)\/g 25\/5 .

Hence, in both cases we have
1-p

1
FazCCsu- g
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If 8 € [2,3), then by the second statement of Lemma [3 we have

Z f(i) > / ’ ng_ﬁd:c + / v Pdr +uP
i=1 1

n
d

Qg_ﬁ_ n_ﬁ o
Y AL PSP Y i) G e
- | !

n

(3-5) 3-8
w8 B-3
Vi ([

5_ 3 )
If \/%673 < 1, then this is at least
YR (B e S N
: — 3-p 2) 283-8) ~2Vd
If \/%673 > 1, then we have

u . 1_d_\/%1—ﬁ\/%6—3>1\/%1—6
;f(l)_f()—g— 7 7 23\3

Putting these estimates into (3]), we obtain
1-8

1
Fa=CCsu- g

If 5 = 3, then by the second statement of Lemma [3] we have

SR AR S

If we consider the last two terms as a function of u, we can see that it is
non-decreasing if u > 3, since its derivative is

/“ dr "1 3 u-3
R u = - — — = .
\/—:c?’ ud  ut u?

Hence, if \/% > 3, then the lower bound is minimized by taking u = \/%,
which implies

Zf \/_dx \/’ ln\/ng%\/lg
2%1n< %(H 1§>>:gln<\/g+l),
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where we used inequality > In(1 + x), which holds for all x > —1. Oth-
erwise, when \/g € [2,3), then we estimate the lower bound on the sum as
the sum of the first two terms. Note, that there are at least two terms in
the sum, since we are considering the case u > \/% > 1 and wu is an integer,
hence u > 2.

Zf(i)Zf(1)+f(2)=%+%min{1,4_d}:§+i

, n n 2n
=1

:3—d2éln(4)2éln(\/i+l).
n-_n n d

It \/g € [1,2), then we get the same lower bound.

;f<z’>=f<1>+f<z>=i+§min{1ﬁ} S

n n

9d d d n
> > — > — — .
_8n_nln(3)_nln<\/;+1)

Putting this lower bound into (3]), we obtain
d n
Py > CCgy - ﬁln <\/g+1) :

> sz s =2

If 3 > 3, we have

n

Therefore,
d
Py >CCgy - —.
n

O

We proceed with the following upper bound on the expected cost of one
iteration.

Lemma 15. The expected cost of one iteration of the heavy-tailed
(1+ (A A) GA is as shown in Table[3
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Table 3: Upper bounds on the cost of one iteration of the heavy-tailed
(1+ (A A)) GA (which is, E[2)]) depending on the parameters of the power-
law distribution. Cs,, stands for the normalization constant of the power-law
distribution.

8| E2)
<1 |2(8-B)Chut—
[1,2) | 2Cs.5%

> 2 QCﬁm;l

Proof. Since after choosing A\ the cost of one iteration is 2\, the expected
cost of one iteration is E[2A], which we compute as follows.

B2\ =) 2iPr[A=i] =2Cs, » i (6)
=1 =1

We now estimate the sum for different values of 5.
If § < 1, then by Lemma [ we have

- 2-6_1q u?p

S S = (- - )
i=1
u2o _ B-pur’
Sy @A) =
Hence, by (@) we have
u?h
E[2)\] <2(3 — B)Cu,ﬁm-

If g € [1,2), then by Lemma M we have

u 2—6_1 2—8 -1 2—8
S ol Pl v
2 2= 5 2-B 2-B°-2-5

Therefore, by (@) we compute
E2\ C —UQiﬁ
2\ <20, .
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If 5 =2, then by Lemma (4] we have

Zil_ﬁ <In(u) + 1.
i=1
Consequently, by (@) we have
E2)\] <2C, p(In(u) + 1).

If § > 2, then by Lemma [ we have

Lt =T —2 B—2
Hence, by (@) we have

EPA < 20%5%.

O

We are now in position to prove Theorem [[3 Before we start, we sketch
the general idea of the proof. Below we denote by 77 the number of iterations
which the algorithm makes before it finds the optimum and by 7% we denote
the corresponding expected number of fitness evaluations.

We split the proof into three cases depending on the parameter u. We
start the proof of each case with finding an upper bound on E[T}]. If we
denote by T; the number of iterations which the algorithm spends in distance
d from the optimum, the total number of iterations 7T is then the sum of T
for all distances d € [1..D]. Note that for all d > D we have T; = 0 due to
the elitist selection of the (1 + (A, X)) GA. Also the elitism implies that once
we leave distance level d we never return to it, hence each T, is dominated
by the geometric distribution Geom(P;), where P, is the probability of a
successful iteration when we are in distance d from the optimum. Hence, we
have

E[T}] =) E[T) < i Pt

d=1

—1
Once we find E[Tj], we can find E[Tr] using the Wald’s equation
(Lemma [@)). For this we note that

where )\; is the value of A chosen in iteration ¢t. We now check that these
values satisfy the conditions of Wald’s equation.
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1. By Lemma I8 all \; (and therefore, 2);) have the same finite expecta-
tion.

2. The property E[A1r,>] = E[N]Pr[T; > t] follows from the fact that
we choose A\ independently of the iteration.

3. Since \; is non-negative, for the third property we have

D ElMlrsd =) ENdgs] = > BN Pr(T; > (]
) = E}A]E[Tﬂ < 0. )

4. In the proves below we show that E[T}] is always finite.

Therefore, we can compute E[Tr| = E[2\|E[T}] using our estimates for
E[T;] and Lemma [[3 for E[2)].

Proof of Theorem[I3. Case 1: u < /3.

In this case we also have u < /% for all d € [1..D]. Therefore we take
the values for P, from the left column of Table [

If § < 3, then we have

- D
E[Ty] Szmax{l,i%—ﬁ} on max{1,3 — f} on Zé
d=1

CCg,u du3*5 CC@U u3*5 1
max{1,3 -3} n
< . In(D)+1
T A GO

where in the last inequality we used Lemma [l If § = 3, then by Lemma [4]
we have

. D
] n 1 n 1

E[T;] < - - ' 2
[T1] < Z CCs, dln(u+1) CCs, In(u+1) —~d

1 n
< . .
S G gD B+

D 1 n n |
E[T] < c = E -
= CCsy d  CCpg, — d
n
< In(D 1
< o D)+ 1



We now use the Wald’s equation (Lemma [6) and the estimates of E[2)]
from Lemma [TH to compute E[Tr] = E[T;]|E[2)].
If B < 2, then we have

Bi1s] < (263 - 8)Chg—s ) (32 - o (u(D)+1)

_2B-0) n
= @5 u(l (D) +1).

If B =2, then we have

E[Tr] < (2C3,(In(u) + 1)) (Cém . % (In(D) + 1))
_ 2 n(n(u) +1)

= 5T —(In(D) + 1),

If € (2,3), then we have

E[Ty) < (QCﬁmg - ;) <Ccl*g,u s (n(D) + 1))

26—-1) n
“C@-2 wrd*L.

If § = 3, then we have

E[Ty] < (zcﬁ,ug - ;) (Cc{m , ln<un+ gy (n(D) + 1))

_2(6—1)‘ n "
S C(F=2 murp@ L.

If 3 > 3, then we have

E[Ty] < (205#2 - ;) ( ngu (In(D) + 1))
251 |
C(B—2)

Case 2: u € [\/5,/n].

By P; we denote the lower bounds on P; obtained in Lemma [I4] and
shown in Table [l For all values of 8 we aim at showing that (Pj)~! is
non-increasing in d and then use Lemma [3 to estimate the sum of (P})~'.

-n(In(D) + 1).
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If g <1, then we denote

CCsu  ad—F .
P ._{ Bl; A= ifd< g,
q =

37
c , )
ZBu g 1B if d > 5.

3-8 >

When d < 75 this is an increasing function of d, and it is at most

CCﬁ,u . ud—h ono_ CC@U PREY:

3-8 n wu? 3-p

For larger d it is a constant function of d. Hence, P} is a positive non-
decreasing function of d for d € [1,n] (which is a real-valued interval), which
implies that (P})~! is a positive non-increasing function. Thus, by Lemma [3]
we compute

If 5 € (1,3), then we denote

cc 3-8 .
{ b . du ifd <,

4 n

u
CC,B,u nl_ﬁ : n
: \/E y lf d > w2

4

P, =

n

We note that P} is increasing in d both in [1, 75| and in [, D]. Also for all
d< % we have

cc w P n cc
P/ < ﬁvu . R Bvu . 175
d=" 4 n  u? 4 v

and for all d > % we have

51
Ciﬁ,u ' CCbu P,

1-3 [ n
P, > n — = —
d Vn 2 1
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Therefore, P is increasing in all interval [1, D]. Hence, by Lemma [3] we have

D 24 n by z
BT <Y (P)t <P+ " e =~ d
1) < S (P < 1+/1 o o+ [ ce|s
d=1 ’ 2 ’
4 n n n 51 2y PP
: (2 1 B2
CCpu \ u37 T ) T v 3-=0 |z
4 n 1 (n) 1 2 +2\/5671\/53_6
= n J—
CCpu \ u37 u? 3-8 3—0
< 4 n | (n) N 2\/ﬁﬁ_1\/5375
= CCha \ w38 2 3-8 ‘
If § = 3, then we have
CCy, - ) ifd < 2
P = N -
‘ {CCM el ([“), ifd> 2

In the first case we have a linear function of d. To show that in the second
case we have an increasing function in d, we consider the its derivative over

(i (yf50)) = f50) I(Q

1
> In(1+1) = 5 > 0.

dln(y/2+1
Thus, dny/5+0) is an increasing function of d. To show that P is an in-
creasing function in all interval [1, D], we note that when d < %, we have

(u—l—l)

Y

and when d > I, we have

1
P> 0oy, Bl
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Consequently, by Lemma B we obtain
D

re | n b n
<P+/ ~ d+/ - d
-1 ) CCsu xln(u+1) S CCpu xzIn(\/Z+1) v

U n__ . m m(g)jL/D#dx
~ CCsy \In(u+1) In(u+1) u? noxln (/2 +1) '

We estimate the integral as follows.

D D t=/T
/ ——43——%x</ " gp=|az=2

- :L’ln( %+1) - - xIn (\/g) du :tQ_%_gdt
Vo (=22) dt Vit
= = —zZNn
/u 7 In(?) /u tIn(t)

= —2nlInln(¢)

D In(u)
=2nln | ——— | .
" (hKVN/D)>
This results in a very tight bound for small values of D. E.g., if D is constant
and u just a little bit greater than \/% , we have

Bl <© <10g72n)) '

To avoid an infinite upper bound for large D we also show a different
estimate of this integral for D > % depending on the value of u. If u > e
(and thus 75 < 7%5), we have

n

D n d 2 n p D n p
—— =y < -
/u% zln (/2 +1) x_/ui zln (/%) :1:+/e% r1n(2) v

If u < e, we have

/D n Iy < /D n_ no (DUQ)
—axr —axr = nl| —
oo (/2+1) T Jo vln(2) In(2) n

'lL2




Hence, for D > 5 we have

dr < 2nlnln™(u) +

p n
/n2 zn({/2+1)  ~ In(2)’
where by In" (z) we denote max{1,In(z)}.
Wrapping up the two cases, for D < % we have

Bl < Céﬁu (ln(un+ 1) (ln <u ) " 1> o <%>> |

and for D > 5 owe have

E[T] < Céﬁu <ln(u”+ N (m (%) + 1) +2nlnln* () + IDQ(T;)) .

If 8 > 3, then we have P = C’C@u%. Hence, by Lemma [] we have

D
N n 1 n
BT < D ()™ = gy 2.3 = o, P + 1.
d=1 ' ’

Now we transform the estimates on the expectation of 77 into the ex-

pectation of Ty using the Wald’s equation (Lemma [6) and the estimates for
E[2)] from Lemma

If 5 <1, then we have

u?p
E[Tp] = E[T;|E[2)] < <2(3 - 5)Cﬁ,um)

(e o= (e (H) +0))

_2(3=p)* (n n
ErET (3 (55) + pu).
If g € (1,2), then we have

nﬁfl\/—i@—ﬁ
<Ccﬁu< >+2f3—5D ))
- g7 (1! <7>+%ﬁ61@3 )
B) n n o
f}ii /3)> a (@V% (“ %)



If 3 = 2, then we have
E[Tp] = E[T1)E[2)] < (2C3(In(u) + 1))
(e (G () +2vam))
= 3 @) + 1) (g In () +2vnD)

C u?
If 5 € (2,3), then we have

E[Ty] = EITBRA] < (20[3,“%)

4 n n 2\/55_1\/5375
' (Ccﬁyu <u3—6 i (3) + =5 E

3-8
_8(B-1) n n 2 D
T C(B-2) WP (ln(uQ>+3—6 (“ Z) )

If =3 and D < 7, then we have

E[Tr] = E[T1]E[2)] < (26@2 - ;) ' Céﬁ

n n In(u)
(i (o 2+ v ()
_ é(é—_g) _ <1n<u"+ 3 (1n (%) +1) + 20 <1n<m\/(:/%)>> :

If 3=3and D > Z, then we have

E[Ty] = E[T/E2\] < (20/3@2 - 1) . Ccl*ﬁ

' <ln(un+ 0 (i (3) +1) + 20w + 1112(2))

2B —-1) n n 2n
N EEDR (1n(u+ 0 (1n ($> + 1) +2nInIn"(u) + 1n(2)) :
If 3 > 3, then we have




Case 3: u > /n.

In this case for all distances d € [1..n] we have u > \/% , hence we should
take the lower bound on P, from the right column of Table [II

If 6 <1, then we have

D D
EIAED SIS pE ST S
- - CCB . CCha

If g € (1,3), then by Lemma [l we have

D D A1 A1
_ 2 n 24/n -1
BN <) P <) &6 '\/g _c\@ e
d=1 d=1 ~ B B azy
61 5 61 ) B
_ 2/ i S NG V5 B=1
CChn \ D) CCsu(3— ) >
sy’ VD"

As we have shown in the second case of this proof in the part when g = 3,
dln(\/% + 1) is an increasing function of d. Therefore, by Lemma [B] we have

1 n ’ ndz
E[T;] < CCs. <ln(\/_+1 /1 xln(f+ )>

The integral in this expression is is the same as in the second case of this
proof (in the part for § = 3) with u = y/n, hence we estimate it as follows.

/D i 20 In (hll(“n%)) , ifD <5
—F—F—~ <
L azln (/2 41) Qn(lnln\/ﬁ+ﬁ), if D> 5.

For the second case we slightly weaken the bound in order to improve the
readability as follows.

2n (ln Inv/n+ @) =2n (ln In(n) — In(2) + ﬁ) < 2n(lnln(n) + 1).
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Hence, for D < %5 we have
1 n In(n)
ET7] < 2nl :
1< g (e +2 (o))

We note that for D > 2 this bound can be simplified to

4n In(n)
Pl = e, ()

since we have

o (o) 22 (o) =2 (™)

In(2) In(2)
ln(n)) = 2nln(n)

= —2nln (1 —

n n

“ (v ~ n(ya 1)

For D > e% we have
3n(lnln(n) + 1)

1 n
BTy < 2n(Inl )<
] ~ CCs <1n(v/'75+1)+ ininin) + )) - G
If 8 > 3, then by Lemma [ we have
D n D 1 n
E[Ty] < Py t=—-—3) =< In(D) +1).
d=1 U g=1 ;

Now we transform the estimates on the expectation of 77 into the ex-
pectation of T using the Wald’s equation (Lemma [6]) and the estimates for

E[2)] from Lemma
If 6 <1, then we have

E[Ty] = BT E[2)] < (2(3 — B)Csa 2“2_/;) < 2 (;Bi . Duus)

_2B-p)
BT
If g € (1,2), then we have

u2=h nﬁil -
E[Ty] = E[T}]E[2)] < <2<3 ~ B)Csuz— 5) ' <%ﬁ,u<fﬁ> )

3-8
- 8 8—1 3-8 9.5 8 n D
“aeopYt VP B‘C@—/ﬁ)'ﬂ(“ 5) |
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If 3 = 2, then we have

E[Ty] = E[TT]E[2)] < (20, (In(u) + 1)) - (2@)
= > (in(u) + 1)VD.

If 5 € (2,3), then we have
_ B—1 3—0

__ 861 s s
“c-aG_p V" VP

If =3 and D < 7, then we have

E[Ty] = E[T]ERA < <zcﬁf - 1) ]

| <1n<fz+ p (llo%)))
- Z*(é——lz)) | <ln<¢g+ p <11<rf71)?>)) |
If 3=3and D > Z, then we have

E[Ty] = B[T}]B[2)] < (20”*“2 - ;) ' <3n(ln0hg: ) : 1))
6(8—1)

=G 2 -n(Inln(n) + 1).

If 3 > 3, then we have

pirs] < (20,55 ) (g ) + )

_28-1)
= Gy (D) + ).
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4 Black-box Complexity

Now we turn to proving the black-box complexity bounds for the case of
starting with an already good solution. Informally, it is the same as the old
black-box complexity, with a restriction on the employed algorithms if neces-
sary, but the algorithm is additionally supplied with a search point which is
supposed to be a good solution. As we are interested in the way the complex-
ity of the problem scales depending on how such a point is generated with
respect to the particular problem instance, we introduce an oracle function
that creates these points depending on the problem instance.

Definition 16. Let P = (S,Z, O) be the problem class consisting of a search
space P, a set of problem instances T where each problem instance is a func-
tion from § to R, and an oracle function O : T — S that generates an
initial search point. Let Ta(I,qo) be the expected time that an algorithm A
needs to solve a problem instance I € L given the initial search point qy € P.
The black-box complexity with an oracle of P for a class of algorithms A is
minae 4 maxser Ta(Z, O(1)).

Now we prove the main result of this section.

Theorem 17. The unrestricted black-box complexity of ONEMAX of a large
enough size n with an oracle function giving a point £© with a Hamming
distance of D to the optimum is

n
BBCOM(”? D) > ’Vlogl—f—min{Dm—D} <D)—‘ -1

1 n
BBCon(n, D) < (1 + 5) + 21081 4 min{D,n—D} (D)

).

and thus, asymptotically,

n
BBCowm(n, D) = © <10g1+min{D,n—D} (D)

which for 1 < D < n/2 simplifies to

Dlog(n/D)
BBConm(n, D) =0© (m) )

Proof. The last statement essentially follows from the previous one using the
well-known bound (n/D)” < (7)) < (en/D)":

W\ log(}) _ Dlog(®(n/D)) . (Dlog(n/D)
l0g11.p (D) “log(1+D)  log(1+D) © ( log(1+ D) ) '
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Now we turn to proving the actual bounds on the black-box complexity.

To prove the lower bound, we note that if () is known to be different
from the optimum z* in D bits, there are only (g) points which can be the
optimum, so in terms of Lemma[@ we have |S| = (};). It remains to determine
how many possible fitness values can there be for an arbitrary query z.

Let d© be the Hamming distance between x and z(®. If there is an
upper bound k on the number of possible fitness values of x that holds for
each d©, then we can use this k£ in Lemma [ even though the size of the set
of all possible fitness values of  over all d© is larger. Let d; be the number
of bits that are different in x and z* but identical in = and z(©. Let dy be
the number of bits that are different in x and x* and also different in = and
2 Then there are the following relations:

fl@)=n—(di+dy); d”=D+dy—dy; 0<dy<n-D; 0<dy<D.

Since dy — d, is fixed by fixing d®, they can change only synchronously,
so, because the number of possible values of d; is limited by n— D+1 and the
number of possible values of dy is limited by D + 1, the number of allowed
pairs (di,ds) is at most 1 + min{D,n — D}, so is the number of possible
values of f(z). Hence we have k = 1 + min{D,n — D}, and altogether the
lower bound is, per Lemma

n
BBCOM(n’ D) Z ’Vlogl—f—min{Dm—D} (D)—‘ — L

To prove the upper bound, we use the classic idea of performing enough
random queries so that, with probability at most 1 — %, there is only one
optimum that agrees with all these queries [ERG3].

We consider individual search points first in the same way as in [DJK™11].
If a point x4 is at a distance d = 2h from the optimum z*, a random query
has the same Hamming distance to both z* and z4, and hence agrees with
both, if and only if:

e in those d bits which are different between z* and x4, it differs from z*
in exactly h bits;

e in other n — d bits, any combination is acceptable.

Hence, out of 22 combinations of these d bits, only (th) do not invalidate x4
as a potential optimum. The probability of a single random query to agree
with both x* and x4 is thus (2:) - 272k The probability of a point x4 to

“survive” for ¢t independent queries is ((2:) L2t
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Next, we make use of the existence of the given point z(?), which already
filters out all search points except for (g) ones. Any potential optimum shall
be at the Hamming distance D from 29, so the d = 2h bits that differentiate
that optimum from x* should be equally distributed among those D bits in
which z* and z© coincide, and among the other n — D bits. Hence, there
are (1}3) (" p ) potential optima that are located at a distance of 2h from z*

We consider now, for each half-distance h, a union bound for the prob—
ability p, that any potential optimum at a distance 2h from z* still agrees

with ¢t random queries:

m= (O G) =) i

Our goal is to choose ¢ so that all p; are small enough, and, in particular,
so that Zh 1 pn < 1/n. We choose t to be 2 logHmm{D n—D} ( ) that is, twice
as large as the lower bound. Since all involved expressions are symmetric with
respect to swapping D and n — D, it is enough to consider only D < n/2.

We consider four cases.

Case 1: D = 1. In this case, only h = 1 is possible, and the resulting
bound is

Enens (OO

For larger values of D, we simplify () first. It follows from Stirling’s
formula that (2:) 272 <\ /1/(mh), so we can rewrite the bound as follows.

s Qo= €033 T

Case 2: D = O(1). In this case, (}) = O(nP), (V) = 6(1), (*,") =
O(n"), and from (§) we obtain

n(mh) n(mwh)
Ph < @<1)@ (’nh) S} (’n_lell(HhD)) =0 < h— D1r11(1+hD))

The power function, Q(D,h) = h— Dhl:(lli}})), has Q(D, h)j,
which grows monotonically with h for h > 1. This means that Wlth a
the function Q(D,h) is convex downwards, and its maximum for h € [1..D]
is either at h = 1 or at h = D. We now show that both Q(D, 1) and Q(D, D)

are less than one.

In 1+D
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e Q(D,1)=1- (1 57 Inm has the following derivative:

- In(1+ D) — 25
QD 1) =—Inr- (In(1+ D)2

which is negative for D > 2 as In(1+ D) > In3 > 1 > H%. Hence,
Q(D,1) is decreasing and Q(D,1) < (2, 1), which can be computed
and shown to be less than —1.08.

e Q(D,D)=D-D hz(li%)) has the following derivative:

(In(1+D)—1)(In(1+ D) —In(wD)) — 5= In(7D)

D+1

(In(1+ D))? ’

Q(DvD),:

which is negative for D > 2 as In(1+ D) > In3 > 1.09 and In(7D) >
In(1+4 D). Hence, Q(D, D) is decreasing and Q(D, D) < Q(2,2), which
can be computed and shown to be less than —1.34.

As a result, p, < O(n™ '), and a sum of D + 1 = ©O(1) such values is
O(n~%) < 1L for large enough n.

Case 3: D =w(1),h > 0.4D. In this case, we further simplify (8) using
Lemma [8

mh

<D n—2D n—;ﬁ%< n n—ﬁﬁ% nl_“l‘?ng))
Pr=\n)\ n )J\D =\p) b “\p)

In(7h) In(0.47 D) In(1.25(14+D)) __ In1.25 0.22
Note that {777 2 Tarpy > TTEEw ) il e ey ) e R YR )
sufficiently large D. Using that, we continue as follows:

_ In(7h) —w .
_(n S rTsEs) _ (n)n”ﬁ% B NG 1) if w(1) < D < /n,
Pr=1\p =\D = | 27R/n) i < D < n/2,

for

which in both cases does not exceed n=“M. A sum of at most D +1 = O(n)

such values is also n~“(), which is less than 1/n for sufficiently large n.
Case 4: D = w(1),1 < h < 0.4D. We shall prove that (2)1/111(7#1)
increases with h for all sufficiently large D as long as h < 0.4D. Once that
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is done, we start from (§]) as follows:

D\ (n—D\[(n e
o= <h)< h )(D)
D\ 56 [ — D\ W [\ "0y
- (h) ( h ) (D) )
D D) n—D TH(047D) n R TeET2) In(mh)
<O-4D> < 0.4D ) (D) )

In(mh
In(0.4 (rh)

D\ fn— DY () HEE O
B (O.4D)<0.4D)<D)

)

In(7h)

IA

where the second inequality applies the statement above for both (113) and
(";D ) Next we apply Case 3 almost entirely to the expression in parentheses

(with a substitution h = 0.4D), which results in

_In(wh) - In(7)
< n % In(0.47 D) < n % In(0.47 D)
Prn > = < -
D D

(£>—@(an%>2> < {ﬁ“’“’ if w(l) < D < V/n,

D 2-OWA/Im)?) if p < D < /2,

which in both cases does not exceed n=*1). A sum of at most D +1 = O(n)

such values is also n~“(), which is less than 1/n for sufficiently large n.
The only remaining thing is to prove that (f) VIR ereases with b

for all sufficiently large D as long as h < 0.4D. To do that, we consider a

logarithm of the ratio of the consecutive values, which we want to be greater
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than zero.

1
LT ml)  w@) m@)emsE w()
Y@y @G D) (k) (1) (e
_ lnh—H
In(m(h + 1)) In( 7Th h +1))
_ In 2 h—+1 — In(7h)
In(w(h + 1)) lnwhln h+1
mpe 2l ,)) (In(h+1) = In(h))
In(m(h+ 1))
ln% —ln% e h)(ln(h+ 1) —In(h))
= In(m(h+ 1)) .
We now show that R(h) = W is a decreasing function for

h > 1. The derivative of the numerator h(In(h + ) In(h)) = =32, (;h11)i
is Y 2, (= 1Z)h(l Ok , which is positive and less than 515. The derivative of the
denominator ln(wh) is 1/h, which is at least two times greater. As R(1) =
02 € (0.6,0.61), R(h)' is negative

It remains to show that In 2= — ln - R(h) is positive for sufficiently

h+1
large D. We consider two cases:

e 1 <h<0.02D. We use R(h) < 0.61 and continue as follows:
D—h eD 0.98D eD

- > _ i
W —1In . R(h)_lnh+1 0.611n .

= In(0.98) + In(D) — In(h + 1) — 0.61(1 + In(D)) + 0.61 In(h)
= 0.39(In(D) — In(h)) — (In(h + 1) — In(h)) + In(0.98) — 0.61
> —0.391n(0.02) — In(2) + In(0.98) — 0.61 > 0.2,

where the last line uses In(h + 1) — In(h) > In 2.

In

e 0.02D < h < 0.4D. Here we note that h = w(1) as D = w(1), so we
1
can use that R(h) = Plolty) O(:%) = o(1). This results in

In(mh) Inh
D—h eD 0.6D eD
| —In— - R(h) >1 — -0o(l) >04—-5-0(1
gy e Bl 2 e — gt ol 2 04 =51 0(l),

which is positive for sufficiently large n (and, as a result, sufficiently
large D and h).

This finishes the proof for Case 4. As the proven four cases cover the
entire range of variables, the entire theorem is now proven. O
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5 Experiments

To highlight that the theoretically proven behavior of the algorithms is not
strongly affected by the constants hidden in the asymptotic notation, we
conducted experiments with the following settings:

e fast (1 + (A, A)) GA with g € {2.1,2.3,2.5,2.7,2.9} and the upper limit
u=n/2;

e self-adjusting (1 4 (A, \)) GA, both in its original uncapped form and
with A capped from above by 2log(n 4 1) as proposed in [BD17];

e the mutation-only algorithms (1 + 1) EA and RLS.

In all our experiments, the runtimes are averaged over 100 runs, unless said
otherwise.

In Figure d] we show the mean running times of these algorithms when
they start in Hamming distance roughly /n from the optimum. For this
experiment, to avoid possible strange effects from particular numbers, we
used a different initialization for all algorithms, namely that in the initial
individual every bit was set to 0 with probability Ln and it was set to 1
otherwise. As the figure shows, all algorithms with a heavy-tailed choice
of A outperformed the mutation-based algorithms, which struggled from the
coupon-collector effect.

We can also see that the logarithmically capped self-adjusting version,
although initially looking well, starts to lose ground when the problem
size grows. For n = 222 it has roughly the same running time as the
(14 (M) GA with f < 2.3. To see whether this effect is stronger when
the algorithm starts closer to the optimum, we also conducted the series of
experiments when the initial distance to the optimum being only logarith-
mic. The results are presented in Fig.[B. The logarithmically capped version
loses already to = 2.5 this time, indicating that the fast (1 + (A, A)) GA is
faster close to the optimum than that.

In order to understand better how different choices for # behave in prac-
tice when the starting point also varies, we conducted additional experiments
with problem size n = 222, but with expected initial distances D equal to 2°
for i € [0..21]. We also normalize all the expected running times by vnD,
but this time we vary D. The results are presented in Fig. [ where the
results are averaged over 10 runs for distances between 2° and 2% due to
the lack of computational budget. At distances smaller than 2'2 the smaller
B > 2 perform noticeably better, as specified in Table 2, however for larger
distances the constant factors start to influence the picture: for instance,
B = 2.1 is outperformed by § = 2.3 at distances greater than 2'3.
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Figure 4: Mean runtimes and their standard deviation of different algorithms
on ONEMAX with initial Hamming distance D from the optimum equal to
\/n in expectation. By A € [l..u] we denote the self-adjusting parameter
choice via the one-fifth rule in the interval [1..u]. The indicated confidence
interval for each value X is [E[X] — o(X), Elz] + o(X)], where o(X) is the
standard deviation of X. The runtime is normalized by v/nD, so that the
plot of the self-adjusting (1 + (A, A)) GA is a horizontal line.
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Figure 5: Mean runtimes and their standard deviation of different algorithms
on ONEMAX with initial Hamming distance D from the optimum equal to
log(n + 1) in expectation.

We also included in this figure a few algorithms with 5 < 2, namely
g € {1.5,1.7,1.9}, which have a distribution upper bound of y/n, for which
running times are averaged over 100 runs. From Fig. [0l we can see that
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Figure 6: Mean runtimes and their standard deviation of different algorithms
on ONEMAX with problem size n = 22?2 and with initial Hamming dis-
tances of the form D = 2¢ for 0 < ¢ < 21. The starred versions of the
fast (14 (A, A)) GA have a distribution upper bound of y/n.

the running time of these algorithms increases with decreasing (5 just as in
Table 2 for comparatively large distances (22 and up), however for smaller
distances their order is reversed, which shows that constant factors still play
a significant role.

We also considered the variation of the (1 + (A, A)) GA with population
size, mutation strength and crossover bias chosen independently from heavy-
tailed distributions, proposed in [ABD23|. This algorithm is able to mimic
local searches, but in the same time it is capable of solving hard multimodal
problems within only a polynomial factor of the optimal performance. To
determine whether this algorithm can benefit from having a good solution
on start, we performed additional experiments. While our problem is still
ONEMAX, we consider starting at a distance of \/n from the optimum, sim-
ilarly to the above.

The distribution parameters are as follows. The population size is con-
trolled by (), which should be at least 2 for good performance according
to [ABD23], so we choose it from £, = {2.0,2.2,2.4,2.6,2.8,3.0,3.2}. The
mutation strength is controlled by [,, and the crossover bias is controlled
by f., where both are to be selected from [1;3]. Similarly to [ABD23|, we
choose them to be equal and denote 3,. = 3, = .. In our experiments, [3,.
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Figure 7: Running times of the three-distribution (1+ (A,\)) GA on
ONEMAX starting from a point at distance y/n from the optimum, nor-
malized by nlnn, for different 8, = 8, = B. and By = 2.8 depending on
the problem size n. The expected running times of (1 + 1) EA, also starting
from the same distance, are given for comparison.

takes values from {1.0,1.2,1.4,1.6,1.8,2.0,2.2} to cover the interesting part
of the interval.

Figure [7 presents the running times for this setup, normalized by nlogn,
with varying B,. and ) = 2.8, for initialization at the Hamming distance of
v/n from the optimum. We also plot the results for the (1+ 1) EA. As the
latter is known to traverse this distance in time O(nlogn), its plot is hori-
zontal in Figure[7l The (1 + (A, \)) GA, on the other hand, shows a different
behavior, as the plots for 3,. > 1.4 start descending at some n that grows as
Bpe decreases. We speculate that this will also happen for other values of 3.
when n is large enough. This means that at small distances to the optimum,
where the single-bit flipping mode employed by the (1 + 1) EA is not very
efficient, even the generalized version of the (1 + (A, A\)) GA with parameters
chosen “lazily” from heavy-tailed distributions benefits from starting close
to the optimum.

Figure B investigates the interplay of the algorithm’s parameters when
B also varies. One can see that larger [3,. are still beneficial for ONEMAX
even when the algorithm starts from a good solution, because the probability
of changing only one bit in the crossover phase is bigger. However, larger
population sizes are better, which a rather small best value 8y = 2.2 suggests.
Note that when the algorithm starts from a random solution, values closer to
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Figure 8: Running times of the three-distribution (1+ (A,\)) GA on
ONEMAX starting from a point at distance \/n from the optimum, for n = 24
and different 3,. = 3, = B, depending on ).

2.5 are better. As the standard (1 + (A, X)) GA progresses faster with larger
population sizes close to the optimum, we may conjecture that it is true for
the three-distribution version as well.

6 Conclusion

In this paper we proposed a new notion of the fixed-start runtime analysis,
which in some sense complements the fixed-target notion. Among the first
results in this direction we observed that different algorithms profit differently
from having an access to a solution close to the optimum.

The performance of all observed algorithms, however, is far from the
theoretical lower bound. Hence, we are still either to find the EAs which can
benefit from good initial solutions or to prove a stronger lower bounds for
unary and binary algorithms.
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