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Abstract. Agile software development methods are widely used by software 

organisations, focusing on short developmental life cycles and customer 

satisfaction through the iterative and incremental development of software 

products. Despite their popularity, these methods present risks that may be 

underappreciated. This paper examines certain risks attributed to agile software 

development, with a focus on the lack of documentation, scope creep, technical 

debt and job satisfaction. Through the application of a multivocal literature 

review, we find that agile software development can greatly benefit projects. 

However, when agile methods are implemented inappropriately or sub-optimally, 

projects risk over-spending, delayed or defective software, employee turnover, 

and overall decreased productivity. Understanding the risks associated with agile 

software development can help practitioners to achieve higher efficiency and 

success in their software development projects. 

Keywords: Agile Software Development, Risk, Documentation, Technical 

Debt, Scope Creep, Job Satisfaction 

1 Introduction 

Traditional software development methods have been used widely throughout industry 

due to their positive impact on productivity and efficiency in software development 

[28]. Approaches such as the Waterfall involve a heavily structured approach, enabled 

by prioritising upfront design and with resistance to late changes and heavy use of 

documentation [33]. 

    However, studies suggest that traditional software development may have only 

limited impact on productivity and can result in overspending, and the finished product 

risks not meeting customer expectations [28]. Agile software development was 

developed to mitigate the deficiencies relating to traditional software development 

methods. The Agile Manifesto [14] outlines a set of principles and methods that 

prioritise communication with customers, promote incremental and iterative 

development, and encourage requirements change throughout the development process.  
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    These principles are achieved using Agile Methods such as Scrum and eXtreme 

Programming (XP), which have been shown to have many positive impacts on 

productivity along with shorter project duration [28] [14]. Agile software development 

initially catered for small-medium development teams but has increased in prevalence 

with pressure mounting for larger scale teams to adopt it. The increased complexity and 

scale of contemporary software development projects can introduce risks affecting the 

success of a company [30]. In this research paper, we aim to identify commonly 

reported risks associated with agile software development. We further discuss the 

impact of these risks on development projects and offer suggestions on how these risks 

might be mitigated. We defined the following research questions: 

 

RQ1: Is a lack of documentation a risk for agile software development? 

RQ2: In agile software development, what are the causes and effects of scope creep? 

RQ3: What risk does technical debt pose in agile software development? 

RQ4: Is job satisfaction be impacted by agile software development? 

 

Section 2 of the paper discusses the research methodology, outlining the sources, 

queries, and inclusion/exclusion criteria. Section 3 presents an analysis of the selected 

agile development risks. Section 4 outlines the research limitations and possible future 

research directions. Section 5 presents the concluding observations. 

2 Research Methodology 

2.1 Methodology 

This research adopted a Multivocal Literature Review (MLR), considering both white 

(peer-viewed, e.g. academic research papers) and grey (non-peer-reviewed, e.g. blogs) 

literature. Google, Google Scholar, and other search engines including IEEE, 

ScienceDirect, Springer and Pennsylvania State University were utilised.  

2.2 Search Queries 

Initial search strings included “Agile Software Development Challenges” and “Agile 

Software Development Risks”. Having investigated some of the returned sources, 

queries were further refined to increase relevance with the research questions. These 

queries were a combination of keywords such as “agile”, “technical debt”, “scope 

creep”, “job satisfaction” and “documentation”. 

    Having created a pool of research documents, we then filtered them through our 

exclusion and inclusion criteria, outlined in Section 2.3 below, and used a snowballing 

process to chase additional material of relevance to the research focus. 

2.3 Inclusion and Exclusion Criteria 

Inclusion Criteria 

In the case of white literature, documents were grouped according to title, and were 

included if relevant to a research question (and in consideration of the academic 
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robustness of the source repository (e.g. Springer, IEEE)). In the case of grey literature, 

documents were included as a supplement to the white literature, for example where a 

specific salient consideration presented as under-evaluated in the white literature.  

Exclusion Criteria 

To promote accuracy and relevance in the incorporated literature, sources were deemed 

inappropriate if failing to satisfy the following criteria:  

● Insightful views on the topic/theme researched 

● Reliable and Identifiable source(s) 

● (Sub-)Titles relevant to the topic/theme of interest. 

2.4 Research Analysis 

This subsection identifies the source and year of publication of incorporated research. 

Table 1. The sources where research documents were reviewed and cited. 

Source Number reviewed Number cited 

IEEE 40 14 

ScienceDirect 16 6 

Springer 14 4 

Pennsylvania State University 7 4 

ACM 8 1 

Lancaster University 1 1 

University of Jyväskylä 1 1 

ISO 1 1 

DAU 1 1 

Colorado State University 1 1 

NCBI 1 1 

OpenAccess 1 1 

3 Analysis 

3.1 Documentation in agile software development 

In the words of Andrew Forward, documentation is defined as “an artefact whose 

purpose is to communicate information about the software system to which it belongs” 

[1]. This stresses the usage for communication amongst software engineers. 

Furthermore, Parnas defined software documentation as “a written description that has 

an official status or authority and may be used as evidence” [1] which provides precise 

information on the systems. An article published in 2013 stated “the main 

characteristics of agile development are short releases, flexibility, and minimal 

documentation” [2]. The idea of ‘minimal documentation’ is not to be confused with a 

‘lack’ of documentation which will be further elaborated on below. 
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    Lack of documentation may cause disruption to agile requirements engineering. In 

an agile requirements engineering (RE) paper published in 2012, some problems that 

arise from lack of documentation are presented, including a failure to thoroughly 

inspect requirements. This same research further explains that “exacerbated by agile 

RE … the lack of documentation makes it difficult to verify the system by inspections 

or walk-throughs” [3]. It furthermore asserts that “little documentation makes for quick 

implementation, but if the same requirements need to be changed the lack of 

requirements documentation could impede the evolution of the software” [3]. 

 

 

Fig. 1. The range of years that each cited research document was published in, along with the 

number of cited documents within each year. 

Outdated Documents 

“A document is outdated when it is not in sync with other parts of a system” [4] 

according to IEEE/ACM 41st International Conference on Software Engineering 

(ICSE) 2019. Outdated documentation can cause many problems for developers and 

makes it difficult for development and progress. In an article published in 2022 focused 

on optimal quality in agile software development, it is highlighted that “missing and 

outdated quality requirements (QR) documentation may lead to technical debt and a 

lack of common understanding regarding QRs” [5]. The point being that if 

documentation is outdated, it adds additional rework to an already time-pressured 

project (as well as a lack of knowledge on the outdated documentation). To further 

emphasise this point, it is stated that “missing and outdated QR documentation leads to 

incurring technical debt, a lack of common understanding of QRs, and incorrect 

implementations” [5]. Furthermore, the research identified five different consequences 

of outdated documentation and condensed them into a table as shown in Table 2 below. 
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Table 2. In the table, an X shows that responses from at least one participant or more participants 

of a case, are mapped to the theme on the corresponding row [5]. 

 

Missing/incomplete Documents 

Documentation is incomplete if “it does not contain the information about the system 

or its modules needed by practitioners/users to perform their tasks” [4]. One reason for 

this could be that there is excessive documentation which makes it difficult to maintain 

a high standard for each document, resulting in loss or incomplete documentation. To 

emphasise this, an article published in 2017 noted that “in theory, agile software 

development generates only the minimally necessary software documentation” [6] 

which suggests that minimal documentation is practiced so as to avoid missing or 

incomplete documentation. Later, it also reports that a lack of documentation “may 

cause users and engineers to struggle to use or modify the software, and it can take 

several forms, including: software specifications, constraints, architecture, features, and 

rationales” [6] which shows the importance of maintaining a certain standard of 

documentation. 

Lack of Document Quality 

According to Ian Somerville, “much computer system documentation is badly written, 

difficult to understand, out of date or incomplete. Although the situation is improving, 

many organisations still do not pay enough attention to producing system documents 

which are well-written pieces of technical prose” [7]. The lack of quality can lead to 

many problems such as delayed completion times and problems with code. In a 2012 

article looking at gamification of code quality in agile development, it is observed that 

“writing documentation is a form of well-behaving in software projects. A problem is, 

however, that “developers don’t like to do documentation, because it has no value for 

them (Selic, 2009)” [8]. It sems therefore that in some cases at least, “developers’ 

dislike for documenting leads to a lack of internal quality, which has become a 

pervasive problem in software projects” [8]. It is clear that developers need the 

motivation to correctly document their work in order to avoid a lack of quality in the 

documentation process. Perhaps this is also a question of professionalisation and 

maturity in software engineering.  
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3.2 Scope creep in agile software development 

Scope creep can be considered a negative influence on software projects that occurs 

when “project managers compromise with [the] customer and accept new requirements 

which add changes to the scope of the project” [9]. The addition of these requirements 

is done while project development is still in progress, and this generally results in the 

cost, resources and time required to complete the project being increased from the 

budget initially agreed upon. In a systematic literature review published in July 2021, 

the primary factors causing scope creep within an agile software development team 

were identified. The diagram below highlights these factors, with the percentage 

referring to the frequency of occurrence within agile teams according to project 

managers surveyed as part of the SLR [10]. The three most frequent factors will be 

further detailed in Fig.2 below. 

 

 

Fig. 2. Empirical Analysis of Identified Scope Creep Factors [10] 
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Ego 

In this case, ego refers primarily to the behavior and personality of the project manager, 

who may have “inflated pride, ego, or confidence” in either themselves or their teams 

[10]. As a result of this, they may be more willing to accept new requirements and 

features that are beyond the capacity of the development team.  

From an objective standpoint, the manager is expected to “be held responsible for 

project outcomes, yet they are expected to delegate decision making to the team” [11], 

yet in cases where they have an inflated ego, they may take the decision making process 

away from the team in relation to deciding whether new requirements can be accepted, 

and may neglect necessary steps prior to making these decisions, such as ensuring that 

the change or addition is “analyzed for resource, cost, and schedule impacts” [12]. 

In the context of an Agile team, emphasis is placed on frequent communication 

between team members, and the short length of iterations mean that sticking to 

deadlines and prioritising tasks in order to “identify what can be cut if something has 

to go” [12] are necessary actions. For scope creep to be avoided, it has been suggested 

that the manager must respect these obligations, avoid overconfidence and “have the 

strength, willingness, and communication skills” [12] to refuse new requirements when 

necessary. In the milieu of human and business interaction, the authors suggest that this 

is a non-trivial expectation. Furthermore, in software development more generally, the 

scope of individual roles in their practical implementation has been shown to vary 

considerably, for example, sometimes the ScrumMaster will act more like a traditional 

project manager (even though this is not advised in Scrum) [40]; therefore even though 

it is the Scrum Product Owner who theoretically represents the customer interests (and 

therefore prioritises feature implementation), in practice there can be no guarantee that 

this operates according to prescription in all settings.  

Standards and Policies 

This refers to a list of rules that define what practices are to be followed by both 

software development and project management teams. This is done to “achieve 

development process improvements that would otherwise be difficult to motivate and 

bring to fruition” [13] and ensure that development is as streamlined as possible. 

However, there are some difficulties with implementing these standards in an agile 

team. 

For instance, one defining characteristic of the Agile Manifesto [14] is that “the most 

efficient and effective method of conveying information with and within a development 

team is face-to-face conversation” [14], also stating that the use of documentation 

should be deprioritised. Given that the standards followed by teams are generally 

defined by a third party (e.g. ISO) [15] and are so comprehensive, communication of 

these standards between team members becomes impossible without a method of 

storing them for later reference (i.e. documentation). This contradicts agile best 

practices. Given the necessity of quick and frequent communication when following 

this methodology, taking the time to research, apply and ensure a potentially large body 

of standards are followed takes time away from the tight schedule of agile increments, 

and in cases where following these standards are mandated as new requirements, or 

other additional requirements are required to be checked against these standards, this 

can potentially lead to scope creep. 
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Additionally, there are “almost no guidelines for incorporating into agile 

methodologies, processes that ensure their compliance with specified standards”, with 

the exception of a university research paper suggesting such guidelines [16]. This 

means that, in many cases, agile teams will have to infer their own methods for 

implementing standards, thus taking further time away from development. 

Project Size 

Agile development may be primarily suited to small to medium project sizes due to 

its prioritisation of “fast development and fast delivery” [10], though innovations such 

as SAFe [41] may aid agile in larger settings. The requirements of frequent, incremental 

deliverables and real-time communication become harder to achieve with larger 

projects, as communication (e.g. of requirements) must be done through more staff 

across multiple domains. The frequency of meetings required for this communication 

also increases as project size scales, with “cross-project sub-teams” [17] being required 

to coordinate work across teams, and an additional team to be established for 

“architecture and standards” [9] which ensures new features meet these criteria (see 

Standards and Policies for more details on this point).  

Given that the acceptance of new requirements will mandate that these meetings be 

held and that they must be explained to necessary staff across project teams, increasing 

the project’s size will further extend these activities, and thus increase the likelihood of 

scope creep occurring. Additionally, studies have shown that “there exists an inverse 

relationship between the size of the project and the direct cost of scope creep” [18], 

which can be attributed to the increase in size causing “overconfidence in estimating 

realistic achievements” [18], primarily by project managers (see Ego for more details 

on this point). 

3.3 Technical debt in agile software development 

In 1992, Ward Cunningham outlined that the process of creating inefficient, 

unmaintainable and unexpandable code to quickly release an “acceptable” product to a 

customer will put the product “into debt”, adding that “a little debt speeds development 

so long as it is paid back promptly with a rewrite” [19], thus introducing the metaphor 

of Technical Debt. After two decades, in 2012, this metaphor was conveyed in a 

theoretical “Technical Debt Landscape” [20] as shown in Fig.3 below, defining that 

there are two categories of technical debt, visible and invisible. The visible technical 

debt consists of “new functionality to add and defects to fix” while the invisible 

technical debt consists of elements “visible only to software developers” [20]. Other 

technical debt frameworks have since been proposed [21]. 
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Fig. 3. Technical Debt Landscape. On the left, evolution or its challenges; on the right, quality 

issues, both internal and external. [20] 

Agile software development is guided by a set of principles outlined in the Agile 

Manifesto [14]. These principles state that a software development team will “deliver 

working software frequently, from a couple of weeks to a couple of months, with a 

preference to the shorter timescale” but that the “highest priority is to satisfy the 

customer through early and continuous delivery of valuable software” [14]. With the 

changing of requirements throughout the development process and the short time frame 

to get the product to the customer, sacrifices are made, creating both visible and 

invisible technical debt. 

Invisible Technical Debt and Associated Cost 

As shown in Fig.4, there are many forms of technical debt. Invisible technical debt, 

however, may be a high-risk factor in agile software development. In a study conducted 

on industry practitioners to determine the main causes of technical debt in agile 

software development [22], it was found that Architecture, Documentation (RQ1), 

Structure and Tests were the main causes of Technical debt. 
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Fig. 4. Indicated causes for technical debt instances [22] 

Fig.4 suggests that Architecture Debt is the main factor of Technical Debt in agile 

software development. Architectural Technical Debt (ATD) can be defined as “the 

result of sub-optimal upfront solutions, or solutions that become sub-optimal as 

technologies and patterns become superseded.” [21]. To identify the factors that create 

and cause ATD, a study in 2014 [23] investigated “what factors cause the accumulation 

of ATD” and concluded that alongside a list of other factors, documentation (RQ1), 

business factors (“evolution”, “unclear use cases”, “time pressure” and “feature 

prioritisation”) and parallel development all accumulate ATD. All of these factors are 

encouraged by the agile principles. In a 2015 study of ‘The Danger of Architectural 

Technical Debt’ across “7 sites at 5 large international software companies” [24], these 

same factors were investigated to determine their impact in the long term for an agile 

team. As shown in Fig.5 below, the “Interest” returned for having accumulated so much 

ATD creates a ‘phenomena/effect’ which triggers an ‘activity’. From this, it was 

proposed that “the real danger of some ATD items” are “contagious debt” and “vicious 

circles”. 

 

 

Fig. 5. The model shows the causes for ATD accumulation (black boxes), the classes of ATD 

(which represent the debt), the phenomena caused by the items and the final activities (which 

together represent the interest to be paid) [24]. 

Test Technical Debt (TTD) is the “second most studied” Technical Debt type [25]. 

TTD is the “lack of test scripts leading to the need to manually retest the system before 

every release, or insufficient test coverage regardless of whether tests are automated or 

manually run” [21], [26]. Even though testing is a critical component in software 

development and teams can be assigned solely for test automation, based on a study in 

2013 [27], an “Agile Enterprise Team … whose only focus is to address technical debt 

(e.g., testing / test automation), mentioned that some debts remain in the backlog for 
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extended periods if they are not impacting the development of new features”. This 

research further states that “the priority is to develop new features and not to optimise 

existing ones”, suggesting that the highest priority of agile software development 

promotes new feature delivery over technical debt management.  

To show the impact and cost of technical debt in software development, Gartner 

estimated that the global technical debt bill will be “$500 billion in 2010 with the 

potential to double in five years’ time” [21]. To summarise, technical debt is a risk 

factor in agile software development; although a modest amount of debt is sometimes 

warranted, if left unmanaged, it could be catastrophic for a software development 

business. It should also be noted that technical debt is nowadays routinely measured 

through use of tooling, for example, SonarCube [42]. 

3.4 Agile software development job satisfaction  

The principles of agile software development introduce methods to overcome earlier 

development issues by focusing primarily on customer values, by delivering software 

frequently, welcoming changing requirements throughout the development life cycle, 

and continuous iteration of the product using a small, motivated team of developers. 

The main principles of agile software development state the “highest priority is to 

satisfy the customer through early and continuous delivery of software”, to “welcome 

changing requirements, even late in development”, and that “agile processes promote 

sustainable development” [14]. However, the collaborative and time-sensitive nature of 

agile software development methodologies can have negative impacts on the overall 

job satisfaction of the developers [28]. Pedrycs et al. outline communication, work 

sustainability, and work environment as the key elements to job satisfaction in software 

development [29]. 

Frustration with Agile practices 

In a study conducted by Cho in 2008, it was found that core agile practices can lead to 

issues among developers. The need for constant communication with the customer was 

not always fulfilled, often only occurring when the project is complete. Unclear and 

undefined requirements set out by customers lead to “developers having a hard time 

figuring out what exactly the customer wants to include in their system” [28]. 

Lack of customer communication is also present in the stand-up practice, with a case 

study from 2010 into “Key Challenges in Agile Development” across 17 companies 

outlining customer involvement to be “highly passive”, taking “more of an editor” role, 

and attending 28% of the stand up-meetings [30]. Further frustration with the stand-up 

practice stems from the inefficiency and perceived “waste of time” of planning and 

reviewing tasks, where the meetings “need to be adjusted based on the complexity of 

the project” being worked on [28]. 

It is noteworthy that when done correctly, agile practices do have a positive impact 

on the job satisfaction of agile team members over traditional software development 

[31]. We can infer that in contrast, poor implementation of common agile practices 

affects communication and work sustainability, which can lead to occupational stress 

and employee turnover [32]. 
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Occupational Stress 

A study conducted in 2018 suggests that stress can be linked directly to aspects of 

agile development [33]. Due to the high-intellectual nature of software development, 

and the need to “deliver working software frequently, from a couple of weeks to a 

couple of months, with a preference to the shorter time” [14], developer performance 

is directly affected by stress which leads to software defects, and further frustration 

among the development team [34]. The 2018 study into “Stress in Agile Software 

Development: Practices and Outcomes” found that stress is more common in new 

developers [34], with stress factors stemming from fear of providing unhelpful 

interactions and obsoleteness within the team and with clients. Stress has also been 

shown to impede knowledge sharing among experienced and inexperienced developers 

due to the time constraints outlined by the agile methodology, which prevents new team 

members from learning key skills, and decreases the productivity of experienced 

developers. [35]   Research suggests stress has a negative overall impact on developer 

performance, work sustainability, and work environment, decreasing overall job 

satisfaction among teams, and increasing the risk of employee turnover [36]. 

Employee turnover 

It is evident that certain agile practices can have a negative impact on the perceived job 

satisfaction of agile team members, through stress and frustration factors. The 

frustration and helplessness thus engendered is often a root cause of more systemic 

problems, such as developer turnover [36]. Turnover can be detrimental to an 

organisation, leading to large costs incurred for the company, with some studies 

estimating turnover costs to be between 70%-200% of an employee’s annual salary 

[32]. These costs stem from costs relating to interviewing new candidates, training of 

new employees, and over time [36]. Training methods for new employees such as Pair 

Programming have been shown to be beneficial by building a sincere working 

environment, allowing for knowledge sharing, but can lead to “unequal participation 

and pair incompatibility” among developers [35]. Training can also decrease the 

productivity of developers “almost zero” to zero for existing team members, due to the 

need to prioritise training over development [35].  However, when implemented 

appropriately, companies can use agile software development to mitigate the risk of 

turnover, by stiving for higher job satisfaction through appraisal, continuous feedback, 

and improved communication between developers and customers [32]. 

4 Limitations and Future Work 

The MLR undertaken in this research was limited to 6 weeks duration and was 

undertaken by 4 final year undergraduate computer science students. Both of these 

factors limit the effectiveness of the work. To mitigate this, the work was strategically 

designed, guided and reviewed by experienced academics, and detailed discussions 

were facilitated on a weekly basis.  

   A further significant limitation stems from the fact that although agile software 

development and its derivatives are widely used in practice, industry practitioners tend 

not to document or share their experiences widely. The result is that there is necessarily 

a significant gap in our information on applied agile software development. Future 
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work might seek to better understand how some of the agile software development risks 

identified in this research are managed in practice in industry. Information related to 

this concern would be of value to the community in designing more robust software 

development practices and processes. It is furthermore the case that certain agile 

innovations that extend the original agile concepts may offer improved native treatment 

for some of the risks identified in this work, one example of which is the Scaled Agile 

Framework (SAFe) [41]. The scope of this work did not incorporate such perspectives, 

future work my seek to extend this research to achieve a broader understanding of agile 

risks in wider contexts.  Additionally, sources such as the International Software 

Benchmarking Standards Group [39] could have been included to understand the 

benchmarks in current broad industrial practice. 

    This research indicates that there are relatively few studies examining agile software 

development risks (the observable tendency being to extol the virtues and not the 

weaknesses of agile development). It is not clear why this might be the case. Perhaps 

having invested in a development process, practitioners and academics alike are prone 

to bias and to seek out the positive outcomes. Future work might more thoroughly 

examine the risks associated with agile software development so that these can be 

comprehensively clarified for the broader software development community.   

5 Conclusions 

Since its introduction, agile software development has risen in popularity in industry. 

However, it may be the case that some elements of risk associated with agile software 

development are underappreciated. In RQ1, we examined if a lack of documentation 

can be a risk for agile software development. It was found that an absence of 

documentation or under-documentation can create problems for new project members, 

frustrating their efforts to learn a system that is unknown to them (and potentially 

leading to misunderstandings and errors). It is the view of the authors that certain 

principles may be helpful in reducing these risks while also taking advantage of the 

benefits of agile software development. For example, insisting on documenting towards 

the end of a project cycle when implementation decisions have been clarified provides 

for future system maintenance and evolution, while also avoiding a situation where 

documentation must be continuously updated as systems are innovated. Acquiring the 

discipline of storing electronic documents in easily accessible places will reduce the 

problem of missing or inaccessible documentation, it may also reduce the effect of 

wasteful documentation (documentation that is never used). 

    We suggest that treating-documentation-as-code might be a helpful concept – if 

documents are produced for software systems that are past or passing the aggressive 

innovation and discovery phase, the version control of minimal (yet instructive) 

documents in a version control system (e.g. GitHub), might be an attractive proposition. 

Of course, such documents might later need to be maintained and evolved to reflect 

changes in system implementation. Clearly, if an agile software project abandons all 

documentation, it may increase the risks for later engineers seeking to evolve or 

maintain a system. The role of high-quality code is also of significant importance – 

code that is well-written and easily read might be a potent form of documentation. 

Furthermore, tooling that can read code and present architectural and design views can 
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be potentially very helpful (perhaps reducing the required volume of separate 

documentation).  

    In examining RQ2, we conclude that there are a variety of factors that can give rise 

to scope creep in agile projects. Human factors, such as the project manager’s personal 

strength and experience (as well as their respect for and communication with the team) 

weigh heavily on scope creep. An inexperienced manager, or one with a sub-optimal 

software development understanding, can be a facilitator for inadvertent and unwise 

scope creep. Equally, team members can make these same errors of judgement. This 

human element reminds us that software development is a human-intensive business 

and is therefore necessarily critically dependent on a team’s personalities and 

capabilities (both their hard skills and soft skills). Our research suggests that 

differentiating scope creep from attractive new feature innovation must be one of the 

most difficult challenges facing software development teams. And perhaps in some 

instances, there is no easy way of foretelling if proposed features (or extensions to 

existing features) will be justified at some future point. It is perhaps in this space that 

the magic of experience and human talent can reduce the worst excesses of unbridled 

scope creep. 

    Perhaps firms could explicitly evaluate the utilisation of new feature implementation 

and from this establish if features were genuinely required. Whatever the case, scope 

creep can be damaging – every line of code deployed to production systems can 

potentially be a source of a defect, and it may require maintenance for an extended 

period. We suggest therefore, that agile software development teams as hard questions 

of proposed user stories. The most important questions might be: “Is this user story 

really needed?”, “Who will use this user story?” and “Are we happy that implementing 

this user story represents a coherent and sensible decision for our system?” 

    When examining the risk posed by technical debt in agile software development 

settings (RQ3), our research suggests that this debt may be exasperated by a constant 

prioritisation of product release over sustainable development. In agile software 

development, invisible technical debt may become a significant concern and risk to 

development. Invisible technical debt is composed of various factors, primarily 

architectural and test debt. Architectural debt is the result of sub-optimal upfront 

solutions, or solutions that became sub-optimal as technologies and patterns were 

superseded. It can accumulate to the point of contagious debt. Test debt is the lack of 

test scripts leading to the need to manually retest the system before every release, or 

insufficient test coverage regardless of whether tests are automated or manually run. 

Our research suggests that in agile, there tends to be a dedicated team creating test 

automation, however, in the absence of robust automated testing and in an environment 

of constant impending deadlines, technical and test debt can grow. When this occurs, 

system and project viability risks also grow. 

    Our final research question (RQ4) examines job satisfaction in agile development 

settings, finding that communication, work environment, and work sustainability are 

among the primary factors affecting job satisfaction. Although not an intention of agile 

method creators, some agile practices may negatively affect job satisfaction and 

employee turnover. Increased customer interaction might frustrate those developers 

who prefer coding over communication, yet it may become essential due to the 

decreased focus on explicit requirement definition in agile software development. 

Frequently recurring delivery deadlines might increase stress levels for some 
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development professionals, as might the uncertainty associated with limited 

requirements definition. Higher stress levels might decrease productivity over time, and 

lead to increased incidence of errors. It might also lead to higher employee turnover. In 

the case of these two latter, points, they could arise in any software development setting, 

not just those with a agile software development approach. 

    No single software process can be perfectly suited to all software settings [37], there 

is too much contextual variation [38] to be accommodated. For most of the past 20 

years, agile development practices have likely held sway for the mainstream of non-

safety critical software engineering. Indeed, the original concept of agile software 

development itself may be becoming historic at this point, given the subsequent 

innovations in automation, cloud infrastructure, and other aligned technologies. Much 

has changed since agile was first introduced, indeed the absence of larger agile 

frameworks (such as SAFe [41]) in this research is a significant limitation. 

Nevertheless, the general paradigm influenced by the Agile Manifesto [14] does exhibit 

some risks, and it is for this reason that this research has been undertaken. A chain of 

events arises from the reduced focus on detailed documented requirements: there is 

limited ability to design systems prior to implementation, knowledge becomes 

increasingly tacit, and scope can become difficult to manage. So too can stress levels 

among employees rise, since delivery deadlines are frequent and successfully 

delivering depends significantly on high quality user engagement and communication 

(which itself requires time and investment). For all of these frailties, the community has 

clearly found ways to deal with them, as otherwise agile software development would 

not have risen to its position of prominence.   
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