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Abstract. One very important aspect of computer programming is reading 
source code. Whilst this is a relatively simple process for sighted programmers, 
for blind computer programmers this presents a significant problem. Navigating 
through and comprehending often thousands of lines of code can be time con-
suming and difficult. Current development environments have many features 
that aid the reading of source code for sighted users, however, most of these 
features are visual in nature and are not translated well into audio by general 
screen-reader applications. Research has suggested that the use of fisheye views 
could aid navigation and enhance performance in program comprehension ac-
tivities for blind programmers. This paper reports the results of a study into cre-
ating a better fisheye view of Java source code, by improving the method used 
to determine each line’s ‘global importance’ or ‘Level of Detail’ (LOD). The 
traditional LOD determination method uses only the indentation level of a line 
to calculate its overall importance. This paper describes the results of the study, 
and suggests some of the issues which may need to be considered in developing 
an improved LOD calculation for programming source code. 

1   Introduction 

Visual systems for displaying and editing program source code use a number of dif-
ferent methods to try to aid program comprehension. Many of these methods act by 
suppressing unwanted information and highlighting the essential. One such solution, 
the corollary of a ‘zoom’ lens allows the user to focus on one specific area in detail 
whilst ignoring the rest of the information. This approach is not ideal, as noted by 
George Furnas [5]:  

“In such a zoom system local and global information are never available at once. In-
tegration of such information must take place in human memory” 

He also discusses the problems involved in a ‘two-window’ set-up where one win-
dow shows the low level minutiae, whilst the other shows less detailed information: 

“…this approach has problems, too, basically in understanding the correspondences 
between the two views. Where does the small view fit in the big picture and what vis-
ual features correspond?” 

Furnas proposed a novel solution to this problem using a technique known as the 
‘fisheye’ view. A fisheye view [5, 6] is a method used to tailor the level of detail 
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shown at, and around, the user’s focal point. This is achieved by calculating the user’s 
likely interest in each line, given their current position, and then displaying or sup-
pressing it accordingly. In this way, the fisheye view of a program is constantly rede-
fined as the user changes their focal point. This method allows the user to view de-
tailed information at their points of interest whilst also displaying the surrounding 
contextual information.  

There is a substantial amount of evidence that supports the assertion that this type 
of view is more effective than any of the alternative methods mentioned previously. 
Schaffer et al [7] showed that, compared to the full-zoom method, the fisheye view  
allowed users to navigate more quickly and retain information about previously navi-
gated spaces more easily. There have also been previous studies which show an  
increased effectiveness of the fisheye view when compared to other methods such as 
‘pan-and-zoom’ [2, 4]. There has been much interest in the fisheye concept since its 
creation and at least two program editing environments ‘emacs’ [8] and ‘Jaba’ [1] in-
corporate fisheye lens view features to aid the browsing of program source code.  

Our work investigates the use of auditory fisheye overviews to aid navigation and 
enhance performance in a non-visual program comprehension task. The hypothesis is 
that providing a glance at the source code in this way will improve the readers’ under-
standing of the program.  

2   The Standard Fisheye Algorithm 

A fisheye view can be thought of as a ’Degree of Interest’ (DOI) filter. The DOI value 
represents how interested a user is in seeing any particular line, given their current po-
sition. The fisheye view defines the DOI of various parts of the structure by taking 
into account the current focal point, the global importance of each of the lines (LOD) 
and the structure’s proximity to the current focus (see figure 1). In terms of Java code: 

• The focal point is the line on which the cursor is currently located. 
• The code is treated as a hierarchy, and the distance from the focus (D) is calculated 

as the path distance between nodes rather than the absolute distance between lines 
(shown in figure 2). 

• The LOD of each line is calculated as a function of its level of indentation, with 
less-indented lines deemed to be more important than nested structures. 

Using these three properties, the DOI function at point x, given the current focus ‘.’ 
can be defined as: 

DOI(x|.) = (LOD(x) - D(.,x)) (1) 

That is, interest increases with global importance, and decreases with distance from 
the focus. This is the original algorithm developed by Furnas, and used by both Jaba 
and emacs to generate their fisheye views. Typically, to create the fisheye view, the 
line x is displayed only if its DOI is above some predetermined threshold. Figure 1, 
below shows an example of the DOI function calculation for an excerpt of nonsense 
source code. For each line, LOD is calculated as (indentation level +1) * -1.  

For example, line number 11 (at two levels of indentation) is assigned an LOD of 
(2+1)*-1 = -3.  
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Fig. 1. Example showing DOI function calculation for an excerpt of nonsense code 
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Fig. 2. Path distance calculation for each line of nonsense code (from figure 1) 

In our own work, this algorithm was used in an investigation into the use of an 
auditory fisheye view to aid orientation and enhance performance in a non-visual pro-
gram comprehension task. The investigation compared two prototype code-reading 
environments - one incorporating a ‘flat’ overview of the source code and the other 
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utilizing a ‘fisheye’ overview. In all other aspects, the two environments were identi-
cal. To create the ‘flat’ overviews each line was simply represented as its basic con-
struct. For example, the following lines...  

 while (Thread.currentThread() == loopThread){   

 for (int i = 1; i <= 10; i++){  

were summarized as a ‘WHILE’, and a ‘FOR’ respectively. 
To create the ‘fisheye’ overviews, three levels of detail were represented using two 

DOI threshold values: A line with a DOI value above the higher threshold was spoken 
in full, a line with a DOI of less than the lower threshold was represented as a simple 
tone. Any line with a DOI falling between these two values was rendered as its basic 
construct (identical to the information displayed in the ‘flat’ view representation). 
Both systems used the JAWS for Windows screen-reader software to produce the 
auditory output.  

To evaluate each interface the subjects were required to use one of the systems to 
navigate through and answer questions on a sample Java program. The time taken to 
answer each question was recorded, as was the number of correct answers, a log of 
the user’s keystrokes and any comments made. After all the questions had been pre-
sented, the subject was asked to complete a NASA TLX workload evaluation to de-
termine how difficult they judged the task to be, and a simple questionnaire about 
their impressions of the system. This procedure was then repeated with the alternative 
system, and finally, the subjects were asked to complete a third questionnaire compar-
ing the two systems and indicating their preferences. 

The results of this investigation showed a slight trend in favour of the fisheye sys-
tem (63% of subjects preferred it to the ‘flat’ overview system and it was judged to be 
less demanding by the TLX evaluation findings). However, both of these results 
failed to reach statistical significance. The main finding of the investigation arose 
from the subjects’ comments which revealed that the majority of subjects (88%) felt 
that the lines that were displayed or suppressed in the fisheye view were not always 
appropriate, and that important lines were sometimes suppressed whilst trivial lines 
were displayed in full. This problem is masked (yet not resolved) in some other sys-
tems by the heavy use of manual overrides (which allow the user to always suppress 
or display particular regions regardless of their calculated DOI). 

Whilst there is undoubtedly a need for the user to have this manual control, it is es-
sential that the system minimize the amount of work the user has to perform in order 
to use it, and that the default fisheye view be as appropriate as possible. The large 
number of negative comments on the information tailoring provided by the default 
fisheye calculation may indicate that the standard algorithm used is not the most ef-
fective in this situation.  

The part of the algorithm most likely in need of review is the calculation of each 
line’s LOD. The notion that the importance of a given line can be derived solely from 
its level of indentation seems to be simplistic at best and does not take into account 
any information about the type of construct or the content of the line. The study pre-
sented in this paper aimed to determine whether there is a more accurate way to assess 
the global importance of each line than by using the standard algorithm. 

It was deemed important that any algorithm developed should only involve infor-
mation about the source code that is readily available and does not involve an  
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understanding about the workings of the program. Having a deep understanding about 
the specifics of the program, and the purpose of every line would undoubtedly pro-
vide a very accurate measure of LOD but is an unfeasible requirement for a general 
algorithm. For this reason, the study concentrated on factors providing structural in-
formation such as construct type and indentation. This type of information is easily 
available to the system and is often already used by programming environments to 
produce syntax highlighting and other features.  

This paper describes the results of the study, and suggests some of the issues which 
need to be considered in developing an improved LOD calculation for programming 
source code. 

3   Methodology 

3.1   Participants 

Seventeen subjects took part in the study, all with some experience with the Java pro-
gramming language. As the experiment did not involve writing code it was not essen-
tial that they be expert Java programmers, however, the participants had to be at least 
familiar with the different types of construct and Java syntax.  

3.2   Procedure 

Subjects were asked to look at an excerpt of Java code and to consider the overall im-
portance of each line. They then rated each line’s importance in contributing to an 
overall understanding of the program, on a scale of 1 (very unimportant) to 7 (essen-
tial). Each subject performed this task five times, with different samples of code. The 
average degree of importance given to each line, as determined by the subjects, was 
judged to be its genuine LOD. This LOD value could then be compared to the results 
of various LOD calculations to find the method that most closely correlated to it.  

4   Results 

The subjects’ Java experience varied from ‘use it occasionally’ to ‘expert’. No sig-
nificant differences were observed between the answers given by subjects with differ-
ent levels of experience. 

No significant correlation was found between the assessed global importance of a 
line and its level of indentation (r = -0.64, p>0.05), see table 1 for the results. This 
was confirmed by ANOVA, which revealed no significant differences between any of 
the different levels of indentation (F (5, 136) = 0.46, p>0.5). 

The next factor to be investigated was that of construct type. Earlier work on how 
best to provide an auditory glance at program source code [3] had revealed that Java 
could be considered as consisting of six general types of construct, shown below in 
figure 3. 
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Fig. 3. Original basic Java Construct types 

For the purposes of the study, this notion was expanded upon, and three further 
general categories were identified. These were: Class, Method and End. The Class 
and Method types include any lines that define either a class or a method respectively, 
while the End types represent the end of a nested construct, i.e. ‘}’. This created nine 
general Java construct types, as shown below: 

 
Type 1 - Class  
Type 2 - Method  
Type 3 - Simple Statement  

Type 4 - If...Else...  
Type 5 - For 
Type 6 - Do...While...  

Type 7 - Try...Catch...Finally 
Type 8 - Switch...Case... 
Type 9 - End  

Of these nine basic types, only seven were represented in the experiment (types 7 
and 8 were not included). The mean, assessed Global Importance associated with the 
remaining seven construct types is shown in table 2. The construct types of the lines 
of code were compared to their calculated overall importance to determine if any rela-
tionship could be seen. The results of the ANOVA revealed that there were significant 
differences between the groups as a whole (F (5, 136) = 103.51, p<0.0001). 

Further analysis using a multiple range test to determine the source of this variation 
showed that Type 3 (‘simple statements’) and Type 9 (‘ends’) constructs varied sig-
nificantly from each other, and from the other construct types - with much lower as-
sessed LODs. 

With ‘simple statement’ and ‘end’ constructs varying significantly from all other 
types, we looked once more at indentation as a measure of LOD, this time excluding 
‘end’ and ‘simple statement’ types from the calculation, see table 3 for the results. 
This time, only five different levels of indentation could be examined as the highest 
level of indentation can only be filled by ‘simple statement’ types and was therefore 
not included in this calculation.  

It was shown that there is now a clear, linear correlation between the assessed 
global importance of a line and its level of indentation (r = -0.92, p<0.01). This was 
supported by ANOVA, which revealed there were significant differences between the 
five groups (F (4, 36) = 13.77, p<0.0001). 

The indentation of ‘simple statement’ types and ‘end’ types as a measure of LOD 
was investigated. In both cases, there were no significant differences observed  
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between the groups (p>0.05), and no semblance of a correlation between a line’s in-
dentation level and its genuine LOD. 

Type 3 ‘simple statement’ constructs can be further classified according to their 
specific sub-type. The mean LOD associated with each statement sub-type identified 
in the experiment can be seen in table 4, below. 

These sub-types of statement were compared to their judged level of importance to 
determine if any relationship could be seen. The results revealed that there were sig-
nificant differences between the groups as a whole (F (3, 66) = 13.11, p<0.0001). 

Further analysis using a multiple range test to determine the source of this variation 
showed that all four of these sub-types varied significantly from each other (p<0.05). 

Table 1. Indentation level as indicator of global importance 

 Global Importance 
Indentation Level Mean St Dev 
0 4.74 2.06 
1 4.51 1.36 
2 4.24 0.96 
3 4.48 0.92 
4 4.28 0.87 
5 4.40 0.00 

Table 2. Construct type as an indicator of global importance 

 Global Importance 

Construct Type Mean St Dev 
Type 1 - Class 6.70 0.14 
Type 2 - Method 6.03 0.56 
Type 3 - Simple Statement 4.25 0.60 
Type 4 - If…Else… 5.81 0.53 
Type 5 - For 5.12 0.18 
Type 6 - Do…While… 5.93 0.23 
Type 9 - End 2.86 0.28 

Table 3. Indentation level as an indicator of global importance excluding ‘end’ and ‘simple sta-
tement’ types 

 Global Importance 
Indentation Level Mean St Dev 
0 6.68 0.11 
1 5.89 0.28 
2 5.70 0.54 
3 5.67 0.58 
4 4.40 0.00 
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Table 4. Sub-class as an indicator of global importance for ‘statements’ 

 Global Importance 
Statement Sub-type Mean St Dev 
Method Call 3.72 0.27 
Declaration/Assignment 4.73 0.47 
Return Statement 4.20 0.28 
Other 4.01 0.53 

5   Discussion 

If the standard fisheye view algorithm were to be substantiated, it would be expected 
that the indentation of each line would predict the level of importance given to it by 
the subjects. This did not occur, however, which strongly suggests that the standard 
LOD prediction using indentation alone is not an accurate method for evaluating the 
global importance of lines of Java code. 

Aside from indentation, the most obvious information about the source code is the 
type of programming construct. If construct type can predict the LOD of a given line, 
it would be expected that certain types would attract LOD ratings that differed signifi-
cantly from other types. This was observed to be true, and highly significant differ-
ences were revealed between the LODs of different constructs. The source of this 
variation was from ‘end’ types and from simple ‘statement’ types, which differed sig-
nificantly both from each other, and from all the other types, with a much lower as-
sessed LOD. 

It was hypothesized that these two construct types may have been affecting the 
original algorithm which used indentation as a measure of LOD. The analysis was  
repeated, this time excluding the data from the ‘end’ and ‘statement’ types. This time, 
the results were shown to be highly significant, indicating that there were consider-
able differences between the LOD values assigned to the different levels of indenta-
tion. Furthermore, more detailed analysis to determine the nature of this variation  
revealed a highly significant linear correlation between indentation and genuine LOD. 

This evidence suggests that the LOD calculation used to generate the fisheye view 
for Java source code might be improved with only minor alterations to the original al-
gorithm, by excluding ‘end’ and ‘statement’ construct types from the calculation and 
assigning them lower values for LOD, independent of their level of indentation.  

There are however, two issues that need to be considered: 

1. This experiment only dealt with six differing levels of indentation (five when ex-
cluding simple statements). The mean LOD value for a ‘statement’ type was 4.25, 
while, at the most indented level, the mean LOD value for ‘other’ types was 4.4. 
Increasing levels of indentation may mean that a degree of overlap arises between 
these types. Further experimentation with more deeply nested code samples is re-
quired to determine whether this ‘overlapping’ does in fact occur and to establish 
how to address this issue. 
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2. The second issue is that ‘statement’ and ‘end’ type constructs are by far the most 
common type of construct encountered in code (in this study they comprised 49% 
and 22% of all the lines, respectively). It is likely that the LOD of lines of code 
within these groups may vary, and additional measures may be needed to differen-
tiate between the LOD values of ‘simple statement’ and ‘end’ types as a whole. 

 
Analysis showed that neither the LOD of ‘end’ types nor of ‘simple statement’ 

types could be predicted by indentation. Whilst it may be sufficient to assign identical 
LOD values to all ‘end’ type code lines, for ‘simple statement’ types there was a 
much higher variation between the LODs of individual lines. 

The final analysis indicated that the importance of statement types might be associ-
ated with their sub-class. It revealed significantly different LOD values between all 
four statement sub-types (p<0.05). This would suggest that statement sub-class may 
be used to determine LOD, with ‘Method Calls’ being assigned the lowest LOD, fol-
lowed by ‘Other’ types, ‘return’ statements and lastly by Declaration/ Assignment 
types.  

It is worth noting that, although significant differences were observed between 
these four statement types, this does not mean that this is necessarily the best method 
to use to differentiate between different types of statement, or indeed that these are the 
only four possible sub-types.. Further investigation is needed to look specifically at 
how best to calculate the LOD of ‘simple statement’ types to most accurately reflect 
their genuine LOD. 

This division of ‘simple statement’ types may also lead to a degree of overlap be-
tween the LODs of Declaration/Assignment types and the most indented constructs. 
This would also need to be investigated more fully, particularly with regards to in-
creasingly deeply nested structures, as mentioned previously.  

6   Conclusions and Further Work 

The results of this study indicate that there may be some truth in the notion that LOD 
can be determined by the level of indentation. However, they also suggest that it may 
not be most accurate or effective method of LOD determination for all Java construct 
types. 

The findings of the study strongly suggest that, for ‘end’ and ‘simple statement’ 
types at least, indentation level has no correlation with global importance. Simply by 
excluding these construct types from the standard LOD calculation we can markedly 
improve the accuracy of the LOD determination for the remaining types. Further re-
search is needed to determine how much this simple alteration to the LOD determina-
tion algorithm can improve the generated fisheye view.  

The purpose of this study was to determine whether a more accurate, easily avail-
able LOD calculation could be found for Java source code. The results we obtained 
may not apply to other programming languages (particularly non object-oriented lan-
guages). For other domains using indent structuring (such as other programming lan-
guages, biological taxonomies or decision trees) the general LOD algorithm originally 
developed by Furnas [5, 6] may indeed prove to be the most accurate method. 
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Nevertheless, for the purposes of this particular project, it would appear that this 
updated method of LOD calculation will match more closely the user’s opinion of the 
importance of a given line of code. This may be sufficient to improve the generated 
fisheye view to such a level whereby the lines displayed by default more closely 
match the user’s expectations with less need for a manual override control. 
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