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Abstract. In recent years, Design Science has gained wide recognition and ac-
ceptance as a formal research method in many disciplines including information 
systems. Design Science research in Human-Computer Interaction is not so 
abundant. HCI is a discipline primarily focusing on design, evaluation, and im-
plementation where design plays the role as a process as well as an artefact. In 
this paper, we present a design science approach using “Little Design Up Front” 
to integrate the User-Centred Design perspective into Agile Requirements En-
gineering. We also present the results of two agile projects to validate the 
proposition that incorporating UCD perspective into Agile Software Develop-
ment improves the design quality of software systems. 
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1   Introduction 

Usability has been identified as an important quality attribute of software products [1] 
but it has been classified as one of the Non-Functional Requirements (NFR) in Re-
quirements Engineering (RE) [2]. A key aspect of traditional requirements engineering 
is to have formal requirements specified prior to software development. It also concen-
trates on functional requirements and ensuring that the developed products meet such 
requirements, rather than other NFR, which are considered less important [3]. The des-
ignation of usability as a less important NFR impacts the design because a reduced 
focus on user-centredness creates systems acceptance problems, necessitates rework and 
negatively impacts end user experience [4]. Current trends of software development 
increasingly favour agile development methods over plan-driven Software Engineering 
(SE) processes to better handle rapid change of stakeholder, business and technology 
requirements. Despite the success of Agile Software Development (ASD) reported by 
many software development organizations, none of the major agile development meth-
ods explicitly incorporate usability engineering practices in respective software devel-
opment processes [5]. Recent research reported by Düchting et al. [6] involving two of 
the most popular agile models revealed that both had significant deficiencies in handling 
user-centered requirements. Accordingly, it is evident that ASD processes lack user-
centric perspectives in their development methods and this likely to propagate usability 
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issues into finished products. As a result, end-user experience and satisfaction are di-
rectly affected. 

In this paper, we present a design science approach using “Little Design Up Front” 
to integrate User-Centred Design (UCD) perspective into Agile Requirements Engi-
neering. We also present the results of two agile software projects to validate the 
proposition that incorporating UCD perspective into ASD improves design quality of 
software systems. 

2   Design Science  

Design Science is a problem solving paradigm which aims at creating and evaluating 
innovative artifacts that address important and relevant organizational problems [7]. 
According to March and Smith, there are two fundamental design science processes: 
‘build’ and ‘evaluate’, and four types of products namely: ‘constructs’, ‘models’, 
‘methods’ and ‘instantiations’. A construct forms the vocabulary of a domain, a 
model is a set of propositions expressing relationships among constructs, a method is 
a set of steps used to perform a task, and an instantiation is the realization of an arti-
fact in its environment [8]. 

2.1   Design Science Research for Information Systems 

In recent years, design science has gained a wide recognition and acceptance as a 
formal research method in many disciplines including Information Systems (IS). The 
Design Science paradigm has its roots in engineering and the sciences of the artificial 
[9]. Simon made the distinction between natural science and design science in that the 
former is concerned with how things are and the latter is concerned with how things 
ought to be [9]. Behavioral Science research is an origin of natural science and aims 
at developing and justifying theories which explain or predict organizational human 
phenomena surrounding the analysis, design, implementation, management, and use 
of information systems. On the other hand, Design Science Research (DSR) aims at 
creating innovations that define ideas, practices, technical capabilities, and product 
through the analysis, design, implementation, management, and use of information 
systems [7],[8]. As creating design solution artifacts for an important problem in 
Human-Computer Interaction (HCI) is a combined effort of both behavioral science 
and design science paradigms, these two research paradigms complement each other.  
Behavioral Science attempts to “understand” the problem. Design Science attempts to 
“solve” it. According to Iivari [10], design science is a contrast to natural-behavioral 
science research which aims at finding empirical regularities, whilst design science 
aims at building artifacts. 

Hevner et al. [7] presented an IS research framework that combined both behav-
ioral-science and design-science paradigms for understanding, executing, and evaluat-
ing IS research (see Figure 1). In the IS research framework, the Environment defines 
the scope of the problem domain that includes organizations, technology, and people. 
IS Research is the research effort conducted by applying behavioral science, through 
the use of theories that explain or justify the business problem, and design science to 
address the building and evaluation of artifacts designed to meet the identified busi-
ness need. The Knowledge Base encompasses all the theoretical foundations, includ-
ing the research methodologies and the kernel theories. 
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Fig. 1. Information Systems Research Framework [7] 

In a recent paper, Hevner [11] further elaborated the IS research framework in 
terms of three inherent DSR cycles to enhance the understanding of high quality DSR 
in IS. Hevner pointed out that these three research cycles must be present and clearly 
identified in a DSR project. 

These research cycles within the IS research framework are shown in Figure 2. Ac-
cording to Hevner, the relevance cycle connects the contextual environment of the 
research project with the design science activities. The main focus of relevance cycle 
is to capture problem to be addressed or requirements for the research and to provide 
design solution artifacts to the environment for study and evaluation in the application 
domain. The rigor cycle connects the design science activities with the knowledge 
base that informs the research project. That is, it ensures innovation by providing 
existing knowledge to the research. The knowledge base consists of foundations, 
existing experiences and expertise, and existing artifacts and processes. The main 
focus of rigor cycle is to provide applicable knowledge for design science activities  
 

 

Fig. 2. Design Science Research Cycles [11] 
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and to feedback the updated knowledge to enrich the knowledge base. The internal 
design cycle iterates between core activities of building and evaluating the design 
artifacts and processes of the research. The main focus of the design cycle is to create, 
evaluate and refine design artifacts until a satisfactory design is achieved. 

For this research project, we have deployed the information systems research 
framework associated with DSR cycles (Figure 1 and 2 above).  

3   Agile Requirements Engineering and Practice 

The main distinction between Agile Requirements Engineering (RE) and traditional 
RE is that the former welcomes rapidly changing requirements even late in the soft-
ware development process and the latter gathers and specifies requirements up front 
prior to software development. The dynamic nature of most organizations makes 
continuously changing requirements normal, hence it is difficult to gather and specify 
complete, stable and accurate requirements up front. Rapid changes in competitive 
threats, stakeholder preferences, development technology, and time-to-market pres-
sures make pre-specified requirements inappropriate [12]. 

A recent empirical case study [13] on ten software development organizations 
identified seven key agile RE practices namely: Face-to-face communication over 
written specifications, Iterative requirements engineering, Requirement prioritization, 
Managing requirements change through constant planning, Prototyping, Test-driven 
development, and Use review meetings and acceptance tests. These practices are in 
line with agile principles [14] such as: Satisfy the customer through early and con-
tinuous delivery of valuable software; Welcome changing requirements even late in 
development; Deliver working software frequently; Business and developers work 
collaboratively throughout the project; Build projects around motivated individuals; 
Face-to-face conversation as the most efficient and effective method of communica-
tion; Working software is the primary measure of progress; Promote sustainable de-
velopment; Continuous attention to technical excellence and good design; Simplicity; 
Self-organizing teams and Regular reflections to become more effective. 

4   User-Centred Design Integration with Software Engineering 

In HCI literature, there are many user-centric methods and techniques that have been 
proposed to assist the production of usable, useful, and desirable software products 
[15], [16], [17]. Software product development still follows through a software devel-
opment process where functionality is considered as the main priority. According to 
the literature, SE and HCI are largely two distinct communities. For the IEEE [18], 
SE is the application of a systematic, disciplined, quantifiable approach to the devel-
opment, operation, and maintenance of software where as HCI is a discipline con-
cerned with the design, evaluation and implementation of interactive computing  
systems for human use in a social context, and with the study of major phenomena 
surrounding them [19]. Importantly, HCI is by no means considered a central topic in 
SE and usability is considered as one of many non functional requirements and qual-
ity attributes [20].  
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As recently reported in the literature, there is a growing interest to incorporate 
user-centric perspective into SE practice so that usability awareness is widely known 
and software products become more user-centred and usable [21], [22]. This inte-
grated approach is known as Human-Centred or User-Centred Software Engineering. 
Seffah et al. [23] discussed some of the most relevant HCI and SE integration frame-
works and highlight their strengths and weaknesses as well as the level of objectivity 
in integrating HCI methods and principles for different software engineering methods. 
The frameworks they summarized were found to be useful for usability and software 
specialists who are interested in the development of methodologies and standards, 
who have researched or developed specific user-centered design techniques or who 
have worked with software development methodologies. Generally these frameworks 
provided insights in how to integrate user-centered best practices and user experiences 
with software engineering methodologies [20]. Discussing the importance of user 
modeling and usability modeling for user-centred software requirements, Adikari  
et al. [4] presented a framework for integrating ISO 13407 process model into a typi-
cal software development life cycle. The particular emphasis of the framework was its 
framework has the potential for defining the requirements to be more user-centred and 
task-oriented with lesser turnaround time. 

5   Little Design Up-Front 

Traditional RE stresses that requirements elicitation and specification required to be 
complete up front prior to the software development. Similar to traditional RE, UCD 
also assumes that contextual research and design will take place at the start of the 
project to provide detailed design information for subsequent development and 
evaluation. In agile environments, this assumption does not hold. Rather than defining 
requirements up front, agile software processes seek to follow an evolutionary ap-
proach to define requirements during the course of analysis, which is known as Just-
In-Time (JIT) requirements analysis. As far as UCD is concerned, there should be at 
least a little contextual information available to support creating the design artifacts 
and proceed further. Therefore, JIT design approach is quite difficult and not appro-
priate for creating UCD focused artifacts in agile environments. As a practical solu-
tion, we propose Little Design Up Front (LDUF) - an approach providing only  
required details of UCD information as needed to support the analysis and design in 
agile iterations. The objective is to provide only sufficient LDUF information to sup-
port the popular agile JIT analysis and design so that UCD perspective can be consid-
ered without overloading existing agile practices. The LDUF is drawn from design 
solutions created in a DSR setting using environmental requirements, and applicable 
knowledge from the knowledge base as shown in Figure 3. 

Figure 3 is similar to Figure 2 except that the relevance cycle in Figure 2 was re-
placed with Requirements (an input from environment to the DSR) and Solutions (an 
input from the DSR to the Environment) and these changes are in line with Figure 1 
where Requirements and Solutions are represented by Business Needs and Applica-
tion in the Appropriate Environment respectively. Moreover, the emphasis of Create 
Little Design Artifacts has been shown within DSR. 
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Fig. 3. Design Science Research Cycles with LDUF 

6   Research Design 

This research consisted of two agile projects. The first project was conducted as the 
baseline reference to compare the project incorporating user-centred design. The first 
project was a typical agile project with three iterations and its’ research design is 
shown in Figure 4. 

 

 

Fig. 4. Research design – Agile project 1 

There were three defined roles in project 1 namely Product Owner, Agile Coach, 
and Agile Team. The product owner provided abstract level requirements for both 
projects and participated in tasks related to the product backlog analysis. The agile 
coach provided directions to the project and was responsible for removing any proc-
ess impediments. The agile team made the necessary decisions to achieve goals of 
respective iteration and carried out the software development.  

The second agile project was directed by a different agile coach and two user-
centred designers worked with a new agile team in the design analysis providing the 
LDUF. The research design of the second agile project is shown in Figure 5. 

6.1   Research Process 

There were two different agile teams and agile coaches for project 1 and 2 and there 
were no other cross-over of resources excepting the product owner, who provided 
business requirements of an accommodation management system for both projects. 
The product owner was part of the each big team and was available in all iterations 
for requirements verification and validation. Project 1 ran first with three iterations. 
The first iteration was focused on requirements analysis and setting up the product  
 



 Little Design Up-Front 555 

 

Fig. 5. Research design – Agile project 2 

 

backlog. The agile team worked under the guidance and direction of the agile coach to 
produce working software. At the end of the first iteration, the agile team formally 
presented the first version of the working software to the product owner for assess-
ment. In consultation and agreement with the product owner, the product backlog was 
then updated and the second iteration was planned. The second and third iterations 
were conducted in the same way as the first one based on similar agile settings and 
principles. At the end of the third iteration, the product owner formally assessed the 
final product delivered by the first project (P1) and signed off. 

The second project was run in a similar fashion to the first project except that two 
user-centred designers were allowed to consistently engage with the team to put for-
ward LDUF for design analysis. They worked very closely with the agile team and the 
product owner to create and assess paper-based artifacts in support of analysis, verifi-
cation and validation. At the end of the third iteration, the product owner and user-
centred designers formally assessed the final product delivered by the second project 
(P2) and signed off.  

7   Product Evaluation 

The product P1 and P2 were subjected to one-on-one usability evaluations with 16 
participants who were randomly drawn from a large pool of users. The evaluation ran  
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in three stages. Firstly, the product P1 was evaluated with first 8 participants (group 
U1). Secondly, the product P2 evaluated with the second 8 participants (group U2) 
followed by first 8 participants (U1). Thirdly, the product P1 was evaluated with sec-
ond 8 participants (U2). We followed this approach to minimize any learning effect 
bias in the assessments. We used a number of scenarios to guide the participant to go 
through the product and complete assigned user tasks.  

After the evaluation, each participant was given a pack containing the Product Re-
action Cards (PRC) [23] and System Usability Scale (SUS) [24] questionnaire. Par-
ticipants were then asked to reefer to the PRC and tick all words that best described 
their user experience with the product and then to prioritize five of those words that 
they thought were most descriptive of the product. We then asked them to reason out 
why they chose those five words. We used Product Reaction Cards to aid participants 
to think deeply about their interaction experience. Finally the participant was re-
quested to fill out the SUS questionnaire. 

8   Results 

A repeated measures Analysis of Variance (ANOVA) was conducted on the data for 
each question from the SUS questionnaire for both products. The aim was to deter-
mine if there was a significant difference of agreement of user groups in relation to 
their interaction with Product P1 and P2. Table 1 shows the mean response values for 
each product, statistical significance levels, the difference between mean values, and 
the percentage of change in mean values. 

Table 1. Analysed results: Product P1 and P2 

 

 
According to the above Table, for each question, there is a positive difference of 

agreement from users for Product 2. Importantly, the agreements for the Q3, Q4, and 
Q7 are of significant difference (as the P<0.05 regarded as significance) yielding that 
Product 2 is easy to use (Q3), easy to learn (Q7) and product 1 requires additional 
support to be able to use (Q4). 

Table 2 shows the SUS percentage for P1 and P2 reported by each participant. The 
mean of P1 = 47.31 and P2 = 52.95 and the difference is 5.61. The SUS usability 
difference of P1 and P2 is 11.92%. Accordingly product P2 found to be of better us-
ability than product P1.   
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Table 2. SUS values for Product P1 and P2 

 

9   Conclusion 

This paper presented the results of two agile projects to validate the proposition that 
incorporating a User-Centred Design perspective into Agile Software Development 
improves design quality of software systems. A design science approach using “Little 
Design Up Front” was used to integrate the User-Centred Design perspective into 
development process. The results show that users find products developed using this 
approach easier to learn, easier to use and require less support to be able to use. 
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